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1. Introduction

Categorial grammars [1] were introduced alongside the phrase-structure grammars (regular, context-free, context-
sensitive grammars, etc.) of the CHomsky hierarchy [2] inspired by classical notions from proof theory [3,4]. Combinatory
Categorial Grammar (CCG) [5,6] is an extension following the approach of combinatory logic [7,8]. CCG received considerable
attention in theoretical computer science, culminating in the proofs of its mild context-sensitivity, as well as its equivalence
to several other established grammar formalisms [9]. It has since become a widely applied formalism in computational
linguistics [10,11].

The basis for CCG is provided by a lexicon and a rule system. The lexicon assigns syntactic categories to the sym-
bols of the input, and the rule system describes how adjacent categories can be combined to eventually obtain a (binary)
derivation tree. The mentioned equivalence result due to Vijay-SHANKER and WEIR [9] shows that CCG, tree-adjoining gram-
mar (TAG) [12] as well as linear indexed grammar [13] are weakly equivalent, which establishes that they generate the same
string languages. However, the used construction depends on the ability to restrict the combination rules and to include
lexicon entries for the empty word. Modern variants of CCG disfavor rule restrictions and the obtained pure CCGs are strictly
less expressive than TAG [14] unless unbounded generalized composition rules are permitted, in which case they are strictly
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more expressive than TAG [15]. Indeed, CCG with unbounded composition rules, rule restrictions as well as e-entries in the
lexicon is TURING-complete [16].

The mentioned studies examine the string (or weak) generative capacity of CCG, but already [15] asks for the tree
(or strong) generative capacity or, more specifically, the expressiveness of the languages of CCG derivation trees [17]. The
relation between the strong and the weak generative capacity of CCG is not fully understood. For example, KoLLER and
KUHLMANN [18] show that CCG and TAG are incomparable when considered as generators of dependency trees, a type of
linguistically motivated tree structures that explicitly model syntactic dependencies between words in a sentence. However,
the exact characterization of what sets of dependency trees can and cannot be generated by CCG remains unknown. In the
present contribution, we answer the original question and characterize the tree languages generated by CCGs, and relate
them to the standard notions of regular [17,19] and context-free tree languages [20,21]. A tree language ¥ is generated by
a CCG G if ¥ is obtained as a relabeling of the derivation tree language of G. Our work therefore is similar in spirit to that
of TIEDE [22], who studied the strong generative capacity of LAMBEK-style categorial grammars [23].

In the variant of CCG we investigate, the rule system is finite and includes only application and composition operators
(i.e., rules based on the B-combinator of combinatory logic [24]). In general, we allow rule restrictions that further constrain
the categories which the rules can be applied to. Notice that our results concern only binary trees, since the derivation trees
of CCGs are binary. Our main result (Theorem 29) is that the tree languages generated by CCGs can also be generated by
simple monadic context-free tree grammar (sCFTG), where simple means that the productions are linear and nondeleting.
For CCG without rule restrictions, this inclusion is proper since not even all regular tree languages [17] are generated by
these CCGs (Theorem 31). In addition, we show that CCGs without composition operations, which are weakly equivalent to
(e-free) context-free grammars, generate a strict subclass of the regular tree languages that does not even include all local
tree languages (Theorem 13). This is an alternative proof for an analogous result in [25, Theorem 1.1], where the focus is
on classical categorial grammars, which are pure CCGs without composition operations. Finally, if we limit the permitted
composition operators to first degree, then exactly the regular tree languages are generated (Theorem 19).

We will briefly sketch the ideas behind our proofs. CCGs without composition operations can generate exactly those
regular tree languages where for each node there exists a short path of bounded length to a leaf. Intuitively, application
rules shorten a category on the way from the leaf upwards in the direction of the root. This is why the maximal category
length in the lexicon, which contains the categories labeling leaves, puts a bound on this path length. In our construction, we
consider decompositions of trees into these short paths and compile a lexicon containing categories modeling these paths,
that can then be assembled appropriately through the CCG operations. As for the result on CCGs allowing composition rules
of first degree, we construct a CCG that uses a certain finite set of categories, such that given a set of states of a tree
automaton, for each transition that could be present in a tree automaton using these, there are corresponding categories
that could be combined via rules. The rule restrictions of the CCG then control which of these rules are actually permitted,
with the aim to simulate only valid transitions of the given tree automaton. Finally, for the main result, given a CCG allowing
composition rules of arbitrary degree, we construct an sCFTG that generates the rule trees of the CCG. These represent its
derivation trees and have the same shape, while using only a finite set of symbols. The nonterminals of the sCFTG represent
either categories or CCG rules. The derivation takes place by gradually extending what we call a spine and by using branching
productions to start new spines that are attached to superordinated spines. Nonterminals can only be replaced by terminal
symbols when they represent either categories present in the lexicon or rules permitted by the CCG rule system.

2. Preliminaries

We denote the set of nonnegative integers by N and for every ke N let [k]={ie N |1 <i <k} as well as Zy =
{i e N |i <k}. The power-set (i.e., set of all subsets) of a set A is P(A) ={A’ | A’ C A}, and P.(A) = P(A) \ {#} contains
all nonempty subsets. As usual, an alphabet is a finite set of symbols. The monoid (X*,-, ¢) consists of all strings (i.e.,
sequences) over a (possibly infinite) set ¥, together with concatenation - and the empty string €. We often write con-
catenation by juxtaposition. The length of a string w € ¥* (i.e., the number of components in the sequence) is denoted
by |w|. Any set £ C ¥* is a language, and the languages form a monoid (P(X*), -, {¢}) with concatenation lifted to lan-
guages by L- L' ={w-w'|we L, w e L}. We assume familiarity with the context-free languages [26] and the concept of
context-free grammar (CFG) that can be used to describe them. Every mapping f: ¥ — A* [respectively, f: ¥ — P(A*)]
extends uniquely to a monoid homomorphism f’: £* — A* [respectively, f’: ¥* — P(A*)]. We will not distinguish the
mapping f and its induced homomorphism f’, but rather use f for both.

Given two sets A and A’, a relation from A to A’ is a subset p C A x A’. The inverse of p is p~! ={(@,a) | (a,d) €
p}, and for every B C A, we let p(B) ={da’ |3b € B: (b,a’) € p}. The relation p € A x A’ can also be understood as a
mapping p: A — P(A") with p(a) = p({a}) for all a € A. We will not distinguish these two representations.

We build binary trees over the set ¥, of binary internal symbols, the alphabet ¥; of unary internal symbols, and the
alphabet ¥y of leaf symbols.> Formally, the set Ty,.x,(Xo) of binary (X, ¥1)-trees indexed by Xg is the smallest set T
such that (i)aeT for all ae X, (ii) n(t) € T forallne Xq and t € T, and (iii) c(t1,t3) € T for all c € £, and t1,t; € T. We
use graphical representations of trees to increase readability. Every subset ¥ C Ty, 5, (Xo) is a tree language. The mapping

1

3 We explicitly allow an infinite set of internal binary symbols.
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pos: Ty, 5, (X0) — P.([2]*) assigning positions to a tree is defined by (i) pos(a) = {¢} for all a € Xy, (ii) pos(n(t)) ={e} U
{1w | w e pos(t)} for all n € X1 and t € Ty, x, (Xo), and (iii) for all c € X3 and t1,t; € Tx,, 5, (Xo),

pos(c(ty, t2)) = {e} U{1w | w e pos(t))} U {2w | w € pos(t2)} .

We let leaves(t) = {w € pos(t) | w1 ¢ pos(t)} be the set of leaf positions in t, and ht(t) = maXweleavesir) [W| be the
height of the tree t. Let the yield of a tree be given by yield: Ty, 5, (Z0) — X with yield(a) =a for all a € o and
yield(c(tl,...,tk)) = yield(t1) - - - yield(ty) for all k € [2], c € X, and ty,...,tx € Ty, 5,(Xo). The subtree of t at posi-
tion w € pos(t) is denoted by t|,, and the label of t at position w is denoted by t(w). Moreover, t[t'],, denotes the
tree obtained from t by replacing the subtree at position w by the tree t' € Tx, »,(Zg). Given A C Xy U X1 U X,
let pos, (t) = {w € pos(t) | t(w) € A}. We simply write pos;(t) instead of poss (t).

We reserve the use of the symbol o. The set Cyx, 5, (Zo) of contexts contains all trees of Ty, 5, (X U {0}), in which the
special symbol o occurs exactly once. Let C € Cy, 5, (X9). Since pos_(C) contains one element, we often identify it with its
only element. To save space, we write tC for C[t]y, where w = pos,(C). A relabeling is a mapping o0: (X2 U X1 U Xg) —
P, (A) for some alphabet A.* It induces a mapping 0 T, 5, (X0) = P.(Ta,a(A)) for every t € Ty, 5, (Z0) by

p(t) ={u € Ta,a(A) | pos(u) = pos(t), Yw € pos(u): u(w) € p(t(w))} .

In the following, we again do not distinguish between the relabeling p and its induced mapping p on trees.

A simple monadic context-free tree grammar (sCFTG) [20,21] is a tuple G = (N, X, I, P) such that (i) N = N1 U Ng, where
N7 and Ng are alphabets of unary and nullary nonterminals, respectively, (ii) X = X, U g, where X, and Xg are alphabets
of internal and leaf terminal symbols, respectively, such that NNX = @, (iii) I € Ny are nullary start nonterminals, and (iv) P is
a finite set of productions such that

P < (No x Tx,,N, (Z0 UNog)) U (N1 x Cx, N, (S0 UNp)) -

The grammar is called monadic because there are only nullary and unary nonterminals; simple means that the productions
are linear and nondeleting, i.e., if the left side of a production is in Ny, the special symbol o (marking the new position of
the subtree of the nonterminal) appears exactly once on the right side. If Ny =@, then G is a regular tree grammar (RTG).
We write productions (n,r) as n — r. Next, we define the rewrite semantics [27] for the sCFTG G. For arbitrary &,¢ €
Ty, N, (X0 U Np) and positions w € pos(€) we let £ =¢ ¢ if there exists a production n — r € P such that

e &l =n and ¢ = &[r], with n e Ng, or
e £lw=n(&) and ¢ = £[&'r]w with n € N1 and & € Ts, n, (Zo U No).

We write £ = ¢ if there exists w € pos(§) such that & =¢  ¢. The tree language ¥ (G) generated by G is ¥(G) =
{t € Tx, ¢(Xo) | dng € 1: ng :>E t}, where :>E is the transitive closure of =¢. The tree languages generated by sCFTGs
form a subset of context-free tree languages, and a tree language ¥ is regular if and only if there exists an RTG G such
that ¥ = F(G). A detailed introduction to trees and tree languages can be found in [17]. The string language generated by
G is L(G) = {yield(t) | t € F(G)}.

Example 1. The RTG G1 = (N, %, 1, P) with N=No=1={s}, ¥ =3 U g with X ={o} and X9 ={«, 8}, and P = {s —
o(a,o0(s,B)),s— o(x, B)} generates the string language £(G1) = {«"B" | n > 1}. Clearly, the only nonterminal s is nullary
(since Gp is an RTG) and thus occurs only as leaf in the right-hand sides of productions, which is similar to right-linearity
for CFGs (Fig. 1).

Two important facts concerning the regular tree languages are that they properly include the derivation tree languages
of CFGs and that their string languages are exactly the context-free languages.

Example 2. The sCFTG G, = (N, X, I, P) with N = N7 U Ng with Ny ={n} and No=1={s}, £ = ¥y U X with X, = {0}
and ¥p ={«, B, ¥}, and

P= {s — a(a,a(n(ﬂ), y)) n— a(a,a(n(a(u,ﬁ)), y)), n— u}
generates the string language £(G) = {«"g"y"™ | n > 1}. The placeholder o, which indicates the new position of the subtree
under the unary nonterminal symbol n, appears exactly once on the right-hand sides of the productions with left-hand
side n (as required for an sCFTG) (Fig. 1).

4 We require that each input symbol can be relabeled.
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Fig. 1. Derivations using the RTG G (left) and the sCFTG G, (right) of Examples 1 and 2, respectively.
Alice recently divorced Bob Alice recently divorced Bob
(S\NP)/NP NP (S\NP)/(S\NP) (S\NP)/NP -
—_— >
(S\NP)/(S\NP) S\NP . (S\NP) /NP NP
> >
NP S\NP NP S\NP
5 = s =

Fig. 2. Two sample derivations.

3. Combinatory categorial grammars

Combinatory categorial grammars (CCGs) extend the classical categorial grammars of AjpukiEwIcZ and BAR-HILLEL [28]
(AB-grammars) by rules inspired by combinatory logic [24]. Here, as in most of the formal work on CCGs, we restrict our
attention to the rules of application and composition, which are based on the B-combinator.

3.1. Informal introduction

Like other categorial grammars, a CCG grammar has two components: a lexicon, which specifies the syntactic types or
categories of individual words; and a set of rules, which specify how to derive the categories of phrases and sentences from
the categories of their constituent parts. These two components together give rise to derivations such as the ones shown
in Fig. 2. We draw derivation trees according to the standard conventions for CCGs, where the root is at the bottom. The
dotted lines visualize the word-category mapping implemented by the lexicon. Categories can either be primitive, such as
S (“sentence”) or NP (“noun phrase”), or complex, such as (S\NP)/NP or S\NP. These complex categories denote function
types. More specifically, an object with a complex category of the general form X/Y or X\Y takes an argument of category
Y and returns an object of category X. When two categories are combined, the category that takes an argument is called
primary input category and the one that provides said argument is called secondary input category. The forward slash specifies
that the argument should appear to the right; the backward slash specifies that it should appear to the left. In Fig. 2, the
left derivation combines categories using rules of functional application, as in AB-grammars: forward application (denoted
by >) and backward application (denoted by <). The right derivation showcases forward composition (denoted by >g),
where the category (S\NP)/(S\NP) for the lexical item recently combines with the category (S\NP)/NP for divorced. As in
function composition, the argument /NP of the secondary input category gets appended to that part of the primary input
category which remains when the provided argument /(S\NP) has been removed, resulting in the new category (S\NP)/NP.
This category can then be combined with NP to the right. Higher-order versions of composition are able to transfer more
than one outermost argument of the secondary input category to another category.

3.2. Formal definition

In this article, we formalize categories as term trees. Let A be an alphabet, and let C(A) = Ts 4(A), where S ={/,\} is
the set of slashes. The elements of C(A) are categories (over A), of which the elements of A C C(A) are atomic. We write
categories using infix notation, omitting unnecessary parentheses based on the convention that slashes are left-associative.
Thus every category takes the form c =alicq---|kcx Where a € A, |; € S, and c; € C(A) for all i € [k]. The atomic category a
is called the target of ¢ and the slash-category pairs |;c; are called the arguments of c. Let argcats(c) = {c; | i € [k]} be the set
of all categories used as arguments of category c. If argcats(c) C A, we call c a first-order category. The set of all first-order
categories over A is denoted by Co(A). The number k is called the arity of c. Note that, from the tree perspective, the
sequence of arguments is a context & = o|qc1 - - - |[kCk. The number k is the length of «; we write it as |«|. We let A(A) C
Cs.g(A) be the set of all argument contexts (over A). Finally, for every k € N, we let C(A,k) = {c € C(A) | arity(c) < k}
and A(A k) ={a € A(A) | k > |a]|}.
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A category c/c’ can be combined with a category ¢’ to its right to become c; similarly, a category c\c’ can be combined
with ¢’ to its left. Formally, given an alphabet A and k € N, a rule of degree k over A takes one of two possible forms [9]:

ax/c clicy - |kck backward rule: clicr---lkCk  ax\c
ax|1c1 - - - [kCk ax|icy - - - |kCk

forward rule:

where a € A, ce C(A)U{y}, and |; € S and ¢; € C(A) U {y;} for every i € [k]. The category variables y, y1, ..., ¥k can match
any category of C(A), while the argument context variable x can match any argument context of A(A). Note that the
variable x occurs in every rule in the category ax|c with | € {/,\}, which is called the primary input category. The other
category c|ic1---|kCk is the secondary input category of the rule, and the category variables y, y1,..., yx may, but need
not, occur in it. Each category c,cq,...,cx can thus be either a concrete category of C(A) or a category variable if no
restriction is intended. Indeed, the category variables y, y1,..., y, only offer a more succinct rule description in the notion
of combinatory categorial grammar that we consider since only the finitely many instantiations of categories that occur
in the lexicon will ever yield useful rules (see Proposition 12). Since we concern ourselves exclusively with the expressive
power, we often assume, without loss of generality, that all secondary input categories of rules are concrete categories
of C(A); i.e., the rules contain no category variables. The argument context variable x will match each argument context
of A(A), so in the primary input category we can only restrict the target and the last argument. We let R(A) be the set
of all rules over A, and for every k € N let R(A, k) be the finite set of all generic (i.e., always using variables instead of
concrete categories) rules over A with degree at most k. Rules of degree 0 are called application rules, whereas rules of higher
degree are called composition rules. A rule system is a pair I1 = (A, R) consisting of an alphabet A and a finite set R C R(A)
of rules over A. A ground instance of a rule r is obtained by substituting concrete categories for the variables {y, y1,...}
and a concrete argument context for the variable x in r. The set of all ground instances of IT induces a relation —1IT C

C(A)? x C(A), which extends to a relation =1 € C(A)* x C(A)* by = = Uy, yecayt@cc' v, oc”¥) | CCHC/ I1}.

Example 3. Consider the forward rule r = Dx/D__D/E\C

Dx/E\C
is W, where x was replaced by the argument context o/C/E. The primary input category ¢y = D/C/E/D has

target D and arguments /C, /E, and /D. As c; takes three atomic categories as arguments, it is a first-order category
and arity(cy) = 3. The rule degree is determined by the number of arguments replacing the last argument of the primary
input category, so r has degree k = 2. Note that D/C/E/D is short for ((D/C)/E)/D, which is different from (D/C)/(E/D).

The latter is a higher-order category. The rules DX/(E/gi\CE/D\C and D"/(E/g;\(CE/CE;\(C/C) both have degree 1.

, where {C, D, E} are atoms. A possible ground instance of this rule

Definition 4 ([9]). A combinatory categorial grammar (CCG) is a tuple G = (X, A, R, I, L) consisting of an alphabet ¥ of input
symbols, a rule system (A, R), a set I C A of initial categories, and a finite relation L C X x C(A) called lexicon. It is a k-CCG
[resp. pure k-CCG], for k € N, if each r € R has degree at most k [resp., if R = R(A, k)].

In a pure k-CCG the rule system contains all rules up to degree k — without exception. Thus, as long as the degree limit
is respected, all instances of forward and backward rules can be applied.

Example 5. The classical categorial grammars of AjpukiEwicz and BAR-HILLEL [28] (AB-grammars) are 0-CCGs. However, 0-
CCGs are more general since they allow rule restrictions, whereas AB-grammars are pure. As a concrete example, let G3 =
(X,A,R(A,0),1,L) be the CCG given by the input alphabet ¥ = {c, d}, the atomic categories A = {C, D}, the set I = {C} of
initial categories, and the lexicon L with L(c) ={C/D, C/D/C} and L(d) = {D}. Clearly, G3 is a 0-CCG. For a slightly more
involved example containing rule restrictions, we refer to Example 21.

Definition 6. A combinatory categorial grammar G = (X, A, R, I, L) generates the category sequences C(G) C C(A)* and the
string language £(G) € ¥*, where 1= (A, R),

CG)={peCA*|Fapel: p=%a) and LG)=L"1CWG)) .

A tree t € Tga),p(L(X)) is a derivation tree of G if WH for every w € pos(t) \ leaves(t). The set of all such trees is

denoted by D(G). Note that it is not required that t(¢) € I.

The grammar of Example 5 generates £(G3) = {c'd' | i > 1}, which is context-free but not regular. A derivation tree for
the string ccdd is shown in Fig. 3. Note that in this and the following derivations, we do no longer explicitly label the rule
instances with their names (“forward application”, “backward composition”, etc.), as we did in Fig. 2. Overall, G3 generates
the category sequences C(G3) = {(C/D/C)i=1.(C/D)-Di|i>1}.

The string language generated by a CCG is obtained by relabeling the leaf categories of the derivation trees using the
lexicon. For the generated tree language we similarly allow a relabeling to avoid the restriction to the particular symbols
of C(A). However, since the set C(A) is infinite, we restrict the possible relabelings such that they only depend on the

target and the last argument of a given category.
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&b b < D EDE/ED/E/D\C D/E\C :
Coje ~ JEJE] /BC
A c D/E/E/E\C :
c/D D :
— D/EJEJE EC
D/E/E E *
DJE E
D

Fig. 3. Derivations using the AB-grammar Gs (left) and the CCG G4 (right) of Examples 5 and 21, respectively.

Definition 7. Let G = (X, A,R,I,L) be a CCG and p: C(A) — P.(A) a mapping. If p(b) = p(b’) for all atoms a € A,
slashes | € S, categories ¢ € C(A), and ground instances b and b’ of ax|c, then p is called category relabeling. Together,
G and p generate the tree language ¥, (G) = UdeD(G)’d(s)e, p(d). A tree language ¥ C T »(A) is generatable by the CCG G
if there exists a category relabeling p": C(A) — #.(A) such that ¥ =7, (G).

Because L(X) is finite, there exists k € N such that L(X) € C(A, k). The least such integer k is called the arity of L
and denoted by arity(L); i.e., arity(L) = max{arity(c) | c € L(2)}. If L =@, then we let arity(L) = 0. Further, let argcats(L) =
UceL(Z) argcats(c) be the set of all categories used as arguments of lexical entries.

4. 0-CCGs

In this section we characterize the tree languages generatable by 0-CCGs. This has already been investigated by
Buszkowski with a focus on classical categorial grammars [25, Theorem 1.1]. We present an alternative proof for this result.
Let G=(X,A,R,I,L) be a 0-CCG. An important property of 0-CCGs is that each category that occurs in a derivation tree
has arity at most arity(L). Thus, the derivation trees are built over a finite set of symbols.

Theorem 8 (see [28] and [22, Proposition 3.25]). The string languages generated by 0-CCGs are exactly the e-free context-free lan-
guages. Moreover, for each 0-CCG G the derivation tree language D(G) and the tree languages generatable by G are regular.

Proof. It is rather easy to show that every 0-CCG generates a context-free language.® It is considerably more complicated to
show that every e-free context-free language can be generated by some 0-CCG. A GREIBACH-like normal form for context-
free grammars was developed by [28] for this purpose. By [22, Proposition 3.25] the tree language D(G) is regular. Moreover,
the regular tree languages are closed under relabelings [19, Theorem 2.4.16] and intersection [19, Theorem 2.4.2],° so also
Fp(G) is regular for every category relabeling p. O

To characterize the tree languages generatable by 0-CCGs, we need to introduce an additional structural property of the
derivation tree language D(G) and the generatable tree languages. Roughly speaking, the min-height mht(t) of a tree t is
the minimal length of a path from the root to a leaf. Recall that the height coincides with the maximal length of those
paths. For all alphabets 5 and Xg, let mht: Ty, 4(¥Xo) — N be such that mht(a) =0 and

mht(c(tq, t2)) = 1+ min(mht(t), mht(tz))

for all a € o, ¢ € Xy, and tq,t; € Ty, ¢(Zo). A tree t € Ty, 4(Xo) is universally mht-bounded by h € N if mht(t|w) <h
for every w e pos(t). Finally, a tree language ¥ C Tx, ¢(Xo) is universally mht-bounded by h if every t € # is universally
mht-bounded by h, and it is universally mht-bounded if there exists h € N such that it is universally mht-bounded by h.
Note that “universally mht-bounded” is a purely structural property of a tree as it only depends on the shape of the
tree, and is completely agnostic about the node labels. The property is thus preserved by the application of a relabeling.
Consequently, po(¥) is universally mht-bounded by h if and only if # is universally mht-bounded by h for every tree
language ¥ C Ty, ¢(X0) and relabeling p: (3 U Xg) — P.(A).

Example 9. Let us reconsider the 0-CCG G3 of Example 5. The derivation tree language 9(G3) is universally mht-bounded
by 1 (see Fig. 3). The tree y(«, y (y (o, &), ¥ (o, ))) also has min-height 1, but is only universally mht-bounded by 2, since
the subtree y (y (v, @), y (o, «)) has min-height 2.

5 This also follows from the following fact about its derivation tree language.
6 The intersection can be used to restrict D(G) to those trees whose root symbol belongs to I.
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It turns out that exactly the universally mht-bounded regular tree languages are generatable by 0-CCGs. We already
observed that the tree languages generatable by 0-CCGs are regular, but for the converse we have to exploit the universal
mht-bound. We first show that indeed the tree languages generatable by 0-CCGs are universally mht-bounded.

Lemma 10. The tree language D(G) is universally mht-bounded by arity(L).

Proof. We first prove that mht(t) < arity(L) — arity(t(¢)) for every t € D(G) by induction on t. For t =c € L(X), we
have arity(c) < arity(L), so we obtain mht(c) = 0 < arity(L) — arity(c), which completes the induction base. In the induction
step, let t =c(ty, tz) with c € C(A) and tq, t; € D(G). Since R C R(A, 0) we can only use application rules. Hence, arity(c) <
max(arity(t(1)), arity(t(2))) — 1, which we call (). By the induction hypothesis (IH) we have mht(t{) < arity(L) — arity(t(1))
and mht(tp) < arity(L) — arity(t(2)). Thus, we obtain

mht(c(t1, ) = 1+ min(mht(e), mhe(cy) ) C1 4 min (arity(L) - arity(¢(1)), arity(L) — arity (¢(2))

=1+ arity(L) — max(arity(t(l)), arity(t(Z))) (2 1+ arity(L) — (arity(c) + 1)
= arity(L) — arity(t(¢))

as required. This completes the induction. Now let t € D(G) and w € pos(t). Then t|, € D(G) is a derivation tree, and
thus mht(t|,) < arity(L) by the auxiliary statement, which proves that t is universally mht-bounded by arity(L). O

Since the universal mht-bound is a structural property, we can transfer it from the derivation trees to the relabeled trees.
The following corollary is a direct consequence of Lemma 10.

Corollary 11. There exist regular tree languages ¥ C Ty, 4(Xo) that are not generatable by any 0-CCG.

Proof. The tree language ¥ = Ty, 4(Xo) for non-empty alphabets ¥, and Xo is not generatable by any 0-CCG since it is
not universally mht-bounded. O

We have thus established that the tree languages generated by 0-CCGs are regular and universally mht-bounded. We
note that this result does not concern weak generative capacity. In particular, every (binary) regular tree language can be
converted into a universally mht-bounded one that yields the same strings; this implies that a formalism that is able to
generate all universally mht-bounded regular tree languages will still be weakly equivalent to the full class of regular tree
languages, and therefore, to context-free (string) grammars.

The remainder of this section will be devoted to the second half of the proof of Theorem 8. More precisely, we will
show that every universally mht-bounded regular tree language can be generated by a 0-CCG. The construction uses the
universal mht-bound, which yields short paths to a leaf. We utilize those paths to decompose the tree into spines, which
are short paths in the tree that lead from a node to a leaf and are never longer than the universal min-height. The primary
input categories for the applications are placed along those spines and each spine terminates in an atomic category that
can be combined with the category from another spine. This idea is illustrated in Fig. 4. Consider for example the rightmost
run, which is r3. In the CCG derivation tree, the leaf at the bottom of this run is a primary input category that has two
arguments, which store besides r3 the labels of nodes on the spine and their siblings. Following the spine upwards, these
arguments are removed through application rules, until only the target remains. It stores rq, which is the run that r3 gets
combined with.

We restate the following proposition [9, Lemma 3.1], which will be needed in the proof of Theorem 13.

Proposition 12 (see [9, Lemma 3.1]). Let [T = (A, R) be a rule system, and let

C1e k=11 € Cp

for some categories c1, ..., ¢k, cq, ..., € C(A). Then k' < k and for each i € [K'] the category ] is of the form ¢} = a;|1cf -- - |ec],
where a is the target of ¢ j for some j € [k] and for each m € [£] the argument |mc;y, is an argument of the category c;,, for some jn € [k].

Theorem 13. Let ¥ C Ty, 3(Xo) be a tree language. Then the following are equivalent:
e F is generatable by some 0-CCG.
e ¥ is generatable by some pure 0-CCG.

e ¥ is regular and universally mht-bounded.

Proof. The inclusion of the tree languages generatable by 0-CCG in the regular and universally mht-bounded tree languages
is trivially true by Theorem 8 and Lemma 10. The step from the second to the first statement is also immediately apparent
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S (S,2)
VRN /N
NP VP (NP, 1) (VP, 1)
/ \ /\ /\ / N\
the car ran NP the car ran (NP,2)
/ \ / N\
the NP the (NP,2)
/ \ / \
red light red light

(S, r3, light)

(NP, r1, VP) (S, r3, lighty\(NP, r, VP)
(NP, ri, VP)/(car, ry,the) (car,r,the) (S,r3 lighty\(NP,r|, VP)/(NP,r;,ran) (NP, r,ran)
/ \
(the, r3,NP) (NP, ry, ran)\(the, r3, NP)
/ \

(red, r3, light) (NP, ry,ran)\(the, r3, NP)\(red, r3, light)
Fig. 4. Decomposition into spinal runs and the corresponding derivation tree of the 0-CCG with the symbol resulting after relabeling underlined.

since each pure 0-CCG is a 0-CCG. In the following, we will show the remaining step: that each regular, universally mht-
bounded tree language ¥ is generated by some pure 0-CCG.

Let h € N be such that F is universally mht-bounded by h. Since ¥ is regular, there exists a context-free gram-
mar G = (N, T, I, P) and a relabeling p [19, Theorem 2.9.5] such that ¥ = {p(t) |t e D), te) e I}, where D(G) consists
of the usual derivation trees of the CFG G. Without loss of generality, we can assume that N does not contain useless
nonterminals.” Since the composition of two relabelings (seen as relations) is again a relabeling, it is sufficient to prove that
there exists a pure 0-CCG G’ and a relabeling o’ such that 7,/ (G') = {t € D(G) | t(e) € I}. We observe that D(G) is also
universally mht-bounded by h.

First we will annotate the derivation trees with directions, where 1 indicates left and 2 indicates right. For every r €
Tnxp21,0(TUN) we let r[0] =r if re TUN and r[0] =n if r = (n, §)(r1,12) for some n e N, 6 € [2], and 11,12 € Tyx2;,0(TUN).
The set SR(G) of spinal runs of G is the smallest set R C Tyx2),¢(I" U N) such that (i) I" € R, and (ii) (n, 8)(r1,m2) € R for
every ne N, § €[2], r3_s € TUN, and rs € R with (n — r{[0] - r[0]) € P. The direction § € [2] indicates which successor
continues the spine. Since D(G) is universally mht-bounded by h, we are interested only in those spines of length at
most h, so we let SR = {r € SR(G) | ht(r) < h}. Clearly, SR is finite, so we can build the atomic categories A= (I"UN) x SR x
(' U N). Each atomic category thus stores two symbols, which are required for the relabeling, and a spinal run to enforce
consistency. Next, we construct the argument tree arg(r’, r”"), which is an element of A(A, h), and define additional direct
spine access r'[i] € T UN for all spinal runs 1, r” € SR, and i € [ht(r’)] as follows:

e if ' €T, then arg(r', ") =,
o if I’ =(n,8)(r1,r2) for some ne N, § €[2], r3_s e TUN, and r5 € SR, then®

arg(r',r") = arg(rs, 1) [u |(ra—s. 1", 15 [0])] and rlil=rsli—1],
where | =/ if §=1 and | =\ otherwise.

The base “base(r’)” of r’ is simply r'[ht(r’)]. Note that base(r’) € I'. The notion of spinal runs and the construction of the
argument tree are illustrated in Fig. 5.
Next, we construct the pure 0-CCG G’ = (T", A, R(A,0), I x SR x (' UN), L) with

L(y)= [arg(r, r) [(r[O], r, g)] |r,r" €SR, base(r)=y, geT'U N}

for every y €T. It is clear that all categories of L(I") are left-spinal (i.e., all right children are leaves — see Fig. 5). Moreover,
all right children are atomic categories. Together with the fact that we can only use application rules, we obtain that all
categories that can occur in derivations of 9(G’) must be subtrees of the categories in L(I"). Consequently, let C € C(A) be

7 We require that for every nonterminal n € N there exist strings w, w1, w, € I'* and an initial nonterminal ng € I such that ng =S¢ winwy =S¢ w.
8 For better readability, we write |(o, ¢) using the infix notation o | c.
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(S,2) / (NP, 2) \
/ \ / \ / N\ /N
NP (VP, 1) \ (NP, r,ran) the (NP,2) \ (red,r’,light)
/\ /' N\ / \ /N
ran NP O (NP,r, VP) red light O (the,r’,NP)
r[0]=S r[11 = VP r[2] = ran r'[0] = NP r[1] = NP r'[2] = light
base(r) = ran base(r’) = light

Fig. 5. Two spinal runs r (left) and r’ (right) together with their argument trees arg(r,r) and arg(r’,r’) and their bases base(r) and base(r’).

that subset of all categories. Moreover, if the right child of a category c € C is decorated with the spinal run r, then the
category c is a subtree of a category built from arg(r,r) in the definition of L. Finally, we need to construct the missing
category relabeling p’. To avoid complication, we only define it on the categories of C, since its definition on the remaining
categories is irrelevant as those other categories cannot occur in derivations of D(G’). Let p’: C — P.(I' U N) be given by
o' (g, r,g'))=1{g} and p'(c|(g.r,g)) ={g'} for all (g,r,g’) e ANC, ceC, and | € S. Note that p is trivially a category
relabeling.

It remains to prove that 7,/ (G") = {t € D(G) | t(e) € I}. We first prove the auxiliary statement p’(D(G")) = D(G).

We start with the direction p’(D(G")) € D(G) using induction. In the induction base we have ¢ € L(I'). Now we
distinguish two cases: If ¢ = (g,r’,g’) € A is atomic, then p’(c) = g = base(r) € I" for some r € SR by construction
of the lexicon. Otherwise ¢ =c¢’ | (g,1’,g’) for some ¢’ €C, | €S, and (g,r’, g’) € A. Moreover, ¢ was obtained from
the argument tree arg(r,r) for some r € SR by substitution. In this case p’(c) = g’ = base(r) € ' by the definition
of “arg”. Consequently, we have p’(c) e I' and ' € D(G), which completes the induction base. In the induction step,
let d = g(dy,d2) for some g € TUN and dy,dz € p/(D(G)). Consequently, there exist c € C and tq,t; € D(G’) such
that c(tq,tz) € D(G’) and p’(c(t1,t2)) = g(dy,d2). Moreover, di,d; € D(G) by the induction hypothesis. It remains to prove
that g — di(¢) - da(¢) € P, and thus g(dq,dy) € D(G). We already remarked that only left-spinal categories can occur
in D(G"), hence {t1(¢),t2(e)} = {cla, a} for some | € S and a € A. Moreover, let a = (g1,r, g&2) for some g1,g82 e TUN
and r € SR. We assume that t1(¢) = a and tz(¢) = c\a. The remaining case, in which t{(¢) =c/a and t;(¢) = a, is analo-
gous. By the definition of p’, we obtain that dq(¢) = g1 and d»(¢) = g2. Moreover, we already remarked that c\a must be
a subtree of a category in L(I'). More precisely, it must be a subtree of the category arg(r, r)[{r[0], 1, g)] for some r’ € SR
and g € ' U N because we have the spinal run r annotated to a right child. Clearly, the left-spinal property makes it easy
for us to locate the required subtree.

Now we distinguish two cases according to the definition of p’. If ¢ is atomic, then ¢ = (r[0],7',g) and r[0] = g by the
definition of p’. By the construction of the argument “arg(r,r)” we have

r(e)=(r[0],2)=(g,2) and r(1)=gi=di(e) and r(2)=(r[1],8) = (g2, d) = (d2(¢), )

for some & € [2]. Since r € SR we have r[0] — r(1) - r[1] € P, which yields g — d1(¢) -d2(¢) € P as desired with the help of
the equations above. In the remaining case c¢ is not atomic. Let c=c’|(g’,r, g") for some ¢’ €C, | €S, and g’,g” e TUN.
The definition of p’ yields that g’ = g. Since ‘arg’ reverses the order (see Fig. 5), our subtree c\a corresponds to an initial
fragment of r. Thus, let r = C[r”] with C € Cyx21,9(I"' UN) and r” € SR such that c\a = arg(C[r" ()], r)[(r[0],1’, &)]. Let w =
pos_ (C). Since we have at least two arguments in c\a, the definition of ‘arg’ yields |w| > 2, so let w = w’§ 8, with w’ € [2]*
and &/, 8} € [2]. Then the last two arguments are constructed by o | (g’,r, g") \ (g1, T, g&2) = arg(Clw/[r"(¢)],1) and thus

r(w's)) =(g".8) =(g,2) and rw&=gi=di(e) and (W' 2)=(g2,8")=(d2(e),8")

for some 8" € [2]. Since r € SR we have r|W15; [0] — r|W/5; 1) - r|w/5; [1] € P, which together with the equalities above yields
the existence of the production g — di(¢) - d2(¢) € P as required. Hence p'(D(G')) € D(G).

For the converse inclusion D(G) € p'(D(G’)) we first prove an auxiliary statement. Let t € D(G’) be a derivation
with arity(t(¢)) = 0 (i.e., that terminates in an atomic category). Moreover, let t(¢) = (g,r,g) for some g,g € TUN
and r € SR. Then for every r’ € SR and g’ € ' UN there exists a derivation t. g € D(G’) such that t. g (e) = (g,1', g’)
and p’(ty ¢) = p’(t). In other words, in any derivation with an atomic category at the root we can adjust the derivation
such that the root label contains any desired spinal run 1’ € SR and third component g’ € I' U N. The resulting tree is still
a derivation and relabels to the same tree as t. This statement is very easy to prove using Proposition 12, which shows
that t(¢) is the target of a category of L(I"). However, by the construction of L(I") those targets always allow each spinal
run r’ as second component and each g’ as third component. A detailed proof is left to the reader.

We return to the main proof that D(G) C p’(D(G')). We rather prove the stronger statement that

D(G) S p'(Do(G))  with  Do(G") = {t € D(G") | arity(t(e)) =0} M)

222



M. Kuhlmann, A. Maletti and L.K. Schiffer Journal of Computer and System Sciences 124 (2022) 214-233

by induction. This means that we restrict ourselves on the right-hand side to those derivations Dg(G’) that finish in an
atomic category. In the induction base, let u =y € I". Then (y,r, g) € L(y) N Dy(G’) is atomic for every r € SR and g e TUN,
and thus u € p'(Dp(G)) by the definition of p’. In the induction step, we have u ¢ I'" and the desired property u’ €
' (Do(G")) is true for all proper subtrees u’ of u. For every u’ € D(G) and w € pos(u’) such that u’(w) € I' we construct a
spinal run ry, , as follows:

o Ifw=e¢g, thenry,  =u'.
o If w=246w and u’' =n(u},u)) for some & € [2], w’ € pos(uf), n € N, and u},u}, € D(G), then the spinal run ry , is
given by ry . (8) = (n.8), rwwls =y ;. and rw wl3—s = uy_g(e).

It is easily checked that ry, , is a spinal run of G (i.e., ry € SR(G)) and ht(ry ) = [w|. Now we return to the tree u €
D(G). Since u is universally mht-bounded by h, there exists a position w € pos(u) such that (w| <h and u(w) €I'. In other
words, we select a short path w to a leaf arbitrarily. More precisely, let w =387 ---§, with 81, ..., 8¢ € [2]. Consequently, the
spinal run r =ry y € SR(G) has height ¢ <h, which yields that r € SR. We first deal with the positions outside the spine.
For every i € [£], let 8; =3 — §;, so we have §; =1 if §; =2, and §; = 2 if §; = 1. Moreover, we define the positions W; =
81---8i_18;, which refer to the positions outside the spine of r. Similarly, for every 0 <i < ¢, let w; = &;---8; be the
i-th position on the spine of r. Trivially, r(w;) = u(w;) for all i € [€] by the construction of r =ry, ;. By the induction
hypothesis, for every i € [¢] we know that uly; € p’'(Do(G’)) and together with the auxiliary statement we obtain that
there exists a derivation t; € Do(G’) such that ulw- € p'(t;) and t;j(e) = (u(w;),r, u(w;)). By construction, we have r[i] =
u(w;) for all 0 <i < ¢. In particular, base(r) = u(w). Let ' € SR be an arbitrary spinal run and g’ € I’ U N. We consider
the category ¢ = arg(r, r)[{r[0],1’, g)], which is contained in L(u(w)) by construction of L because base(r) = u(w). More
precisely, let ¢ = (r[0],1, g')|1a1l2---|¢a; for some |1,...,|¢ €S and ay,...,a; € A. Note that the categories a1, ...,a, are
atomic because all relevant categories are left-spinal. By the construction of ¢ we know for every i € [¢] that (i) |; = / if and
only if §; =1, and (ii) a; = t;(¢). Now we can construct the required derivation of Dg(G’) by combining this category ¢ with
the subderivations t; € Do(G’). For every i € Z, we let

tp=c and (&) =(rl0Lr. ghhalz---liai  Cilsy, =ty Gl =t

Finally, we set t' =t{. A straightforward check shows that t’ € Dg(G’). It remains to show that u € p’(t'). Obvi-
ously, pos(u) = pos(t’), so we need to show that u(w) € p/(t'(w)) for every w € pos(u). If w =w;w’ for some i € [£]
and w’ € pos(ulw;), then this is trivially true because t'|; = t; and we already observed that ulw: € o/(t;). Consequently,
we only need to prove the property for all the prefixes w; (with i € Z,11) of w. Let i € Zy1. By the construction of t’
we have t’'(w;) = (r[0],1, g')|1ai]2 - - - |;ja;. For i =0, we thus obtain o’((r[0],1’, g')) = {r[0]} = {u(e)}. For all i € [£] we
have p'(t'(w;)) = {u(wj)} since a; =ti(e) = (u(w;), r, u(w;)). Consequently, we established the more general statement ()
and D(G) C p'(D(G))).

We proved the two main statements o' (D(G")) = D(G) and p'(Do(G")) = D(G). With the help of the latter statement,
we can now reason as follows:

'fp/(G/) ={p'(t) |t € Do(G'), t(e) e  x SRx (TUN)} ={t € D(G) |t(e) €1} ,

which concludes the proof. O

The good closure properties of regular tree languages allow us to derive a number of closure results for the tree languages
generatable by 0-CCGs (see Table 1). We have seen that, while classical categorial grammars and context-free grammars are
weakly equivalent, they are not strongly equivalent when considered as tree-generating devices. More specifically, the class
of derivation tree languages of classical categorial grammars are a proper subclass of the class of local tree languages (i.e.,
derivation tree languages of context-free grammars). This result is similar to a result by ScHABEsS et al. [29] showing that
context-free grammars are not closed under strong lexicalization, meaning that there are context-free grammars such that
no lexicalized grammar® generates the same derivation tree language.

5. 1-CCGs

In this section, we will consider 1-CCGs, which allow rules of degree at most 1. Thus, the secondary input categories ap-
pearing in derivation tree languages have at most one additional argument after the category consumed by the composition.
We will prove that 1-CCGs generates exactly the regular tree languages by showing inclusion in both directions. Regarding
the first direction, it has already been reasoned in the literature [30,31] that the derivation trees of 1-CCGs can be simulated
by CFGs.

9 A CFG is called lexicalized if every production contains a terminal symbol.
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Table 1
Closure properties of the tree languages generatable by 0-CCGs and 1-CCGs.
closure \ class regular tree languages tree languages
= tree languages generatable by 0-CCGs

generatable by 1-CCGs

union

intersection
complement
relabeling
«-concatenation [17]
a-iteration [17]

ANANA N
BN NI NS

Lemma 14 (see [30, Proposition 4] and [31, Section 3.1]). For each 1-CCG G the derivations D(G) and the generated tree language are
regular.

Proof. The derivation tree language D(G) contains only a finite number of arguments. Furthermore, there exist only finitely
many secondary input arguments, since the degree of the rules is limited [31]. A rule of degree 1 only replaces the last
argument of the primary input category by another argument. As a consequence, the arity of the primary input category
cannot increase through composition. So we have only a finite number of categories and can use the same construction that
was used in [22, Proposition 3.25] for 0-CCGs to show that D(G) is regular. Analogous to the proof for 0-CCGs, ¥, (G) is
regular for every relabeling o as well since regular tree languages are closed under relabelings [19, Theorem 2.4.16] and
intersection [19, Theorem 2.4.2]. O

The following lemma establishes a normal form for regular tree grammars that is easily achieved using standard
techniques. The construction is illustrated in Example 16. An RTG (N, X, I, P) is a tree automaton (TA) if for each pro-
duction (n — r) € P there exist 0 € ¥ and n’,n” € N such that r=0 or r=0(n’,n”).

Lemma 15. For each RTG there exist a TA G’ = (Zm, =, I’, P’) that accepts the same tree language and a mapping 7w : Zm — X such
that every nonterminal n € Z, generates a uniquely defined terminal symbol 7 (n); i.e., foralln € Zy, and t € Ty withn :>g, t we
have t(e) = (n).

Proof. For each RTG there exists an equivalent TA G = (N, X, I, P) by [19, Theorem 2.3.6]. Given a TA G in which a
nonterminal n can produce terminals oy and o2 with oy # 03, we can construct an equivalent TA G’ by creating copies
Ny, and ng, of n. Productions with n on the left-hand side like n — o (n’,n”) and n — o with o € {07, 03} are replaced
by ne, — o(n’,n”) and n, — o, respectively. Productions with n on the right-hand side [e.g., n" — o (n,n”)] are replaced
by one copy of the production for each copy of n [e.g, n’ — o (ng,,n”) and n’ — o (ns,,n")]. Each copy n, of a start
nonterminal n € I becomes part of the new set of start nonterminals. The nonterminal set Z, is obtained by applying a
bijection 77 : N' — Z /|, where N’ contains all copied and unmodified nonterminals of N. It is easy to see that G’ generates
the same tree language as G. O

Example 16. Let G = (N, %, I, P) be the TA with N={s,a,b,c}, ¥ ={o, t},  ={s}, and

P={s—o(b),a—>obc,a>1,b>0,c>0}.

Nonterminal a can produce the terminal symbol ¢ or 7, so our intermediate TA G’ = (N’, X, I, P’) has nonterminals N’ =
{s,as,ar,b,c}, the production a — o (b, c) has been replaced by a, — o(b,c), and a — t has been replaced by a; — .
Instead of s — o (a, b), the two copies s — o (as,b) and s — o (a;,b) are contained in P’. After mapping N’ to Zs, we
obtain productions P ={0 - 0(1,3),0—>0(2,3),1->03,4,2—>1,3—>0,4—>0}.

Given a TA G = (Zm, X, 1, P) in the normal form of Lemma 15 with mapping 7 : Zn — X, we are allowed to re-
gard only the nonterminals of G when constructing an equivalent 1-CCG. Our goal is to find a 1-CCG G’ = (¥, A,R,I', L)
and a category relabeling p: C(A) - Zp such that F(G) = Fr.p(G’). Because p maps from categories to nonterminals,
but F(G) is labeled by terminal symbols, we use m: Z; — ¥ to map from nonterminals to terminals. Given a produc-
tion n — o (ny,ny) € P and a category relabeling p: C(A) — Z,,, we need categories c; € p~'(ny) and c; € p~1(ny) for
each category c € p~'(n) such that % is a valid ground instance of a rule in R. This ensures that each category can
be derived by the composition of two categories mapped to matching nonterminals. We only regard first-order categories
with at most one argument due to the restriction on 1-CCGs. Starting from any nonterminal, the productions in P allow
the derivation of at most all ordered pairs of nonterminals. The number of ordered pairs Z,zn increases quadratically in m,
whereas the number of different composition input pairs resulting in a fixed category increases only linearly in |A|. The
category matrix depicted in Fig. 6 illustrates that a first-order category with one argument is the result of the forward com-
positions of |A| different category pairs. In addition to composition rules, application rules are necessary to obtain an atomic
initial category. Based on these observations, we construct a 1-CCG G’ with m? atoms in the following way:
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(0,0) 0,1) €0,2) 1,0y (1,1) (1,2) (2,0) 2,1) (2,2)

0,0) O 1 2 0 1 2 0 1 2
dg ai az as on(o [1[ 2 (o] 1 2 0o 1 2]
©2 o0 |1 2 o 1 2 0 1 2
ap ap/ay |ao/ar| ap/ay aolas o 1 [2]1 0 1 2 o 1 2 o0
(1,1) 1 2 0 1 2 0 1 2 0

aj [611/610 ay/ay | ai/ay al/%}
a2 1 |20 1 2 0o 1 2 0
ay @fay |afa| ax/ay ax/as e 2 0} 1 2 0o 1 2 0 1
2,1y 2 0 1 2 0 1 2 0 1
a3 aszfay |az/ai| az/ay as/az 22 2 (o] 1 2 0 1 2 0 1

Fig. 6. The category matrix (left) contains all first-order categories of arity 1 with only forward slashes in a CCG with four atoms. Each category is the result
of the forward composition of a category taken from the same row and one from the same column, respectively. The i-th entry of each row can be combined
with the i-th entry of each column. Thus, each category a/a’ is the result of four different forward compositions combining a/a” and a”/a’ (with 4 choices
for a”). The relabeling matrix (right) shows a 1-CCG with nine atomic categories after relabeling using category relabeling pg : C(Z%) — Z3, obtained from
a TA G with 3 nonterminals by applying Definition 17. Suppose we want to find two categories projected to nonterminals (g, h) = (0, 2) whose composition
yields (i, j)/(i’, j') = (0,1)/(0, 1). These are categories (0, 1)/(1,0) and (1,0)/(0, 1) since (k,l) = (h— j’ mod 3, g—i mod 3) = (2—1 mod 3,0—0 mod 3) =
(1,0).

Definition 17. Given a TA G = (Zn,, X, I, P) in the normal form of Lemma 15, we construct the 1-CCG
Ce = (To, Z4, R, pc"(DNZZ, L)
and the category relabeling p¢: C(Z2) — Zm such that

b b x/b b
- U <{a></ax %)@= o (p@m, o) € P} u| L2 piase) o (o (a/b»p(b/c))ep}) ,
o€y
a,b,ceZ?,

L(a) = U ({a ’ p@—ace P} U {a/b ‘ p(a/b) > a e P}) foralla € &g ,
a,beZ?

and p((i,j)) =i as well as p((i, j)/(i’,j’)) =i+ j'modm for all i,i, j, j’ € Zn. The relabeling on all other categories is
irrelevant.

Lemma 18. Every regular tree language ¥ is generatable by a 1-CCG.

Proof. By definition there exists an RTG G such that ¥(G) = #. Moreover, by Lemma 15 there exists an equivalent
TA G' = (Zw, 2,1, P) and mapping w: Zm — X with the properties mentioned in Lemma 15. We show that the 1-
CCG Cg = (ZO,Zm, R, pe nn Z ,L) of Definition 17 generates the tree language ¥ = ¥ (G’) using the category rela-
beling 77 o pg’. We achieve this by arguing that D(G’) = pg/ (D(Cg)), which by the choice pc’,l(l) N Z,Zn of initial categories
and the definition of p¢ already proves the main statement. The category (i, j)/(i’, j') is the result of the forward com-
position of (i, j)/(k, 1) and (k,1)/(i’, j'), where i,7, j, j/, k,1 € Zn,. Fig. 6 illustrates the category relabeling ps by means of
a relabeling matrix, which is a matrix indexed by atoms a and @’ with entries indicating the relabeling p¢ (a/a’). The row
and column labels of this matrix follow lexicographic order. When we slice it evenly into blocks of size m x m, we can
observe that the entries in the rows cycle through the nonterminals, whereas in a single column, each block has only a
single nonterminal in all m entries. This is because the value of j* changes in every entry, whereas the value of i changes
only every m entries. Nonetheless, a complete column of the whole relabeling matrix contains all m nonterminals. Relabel-
ing in this manner ensures that all pairs (g, h) of nonterminals are covered by each result category a/a’; i.e., we can find
an atom a” such that a/a” relabels to g and a”/a’ relabels to h and their composition would yield a/a’ as required. For-
mally, given a category (i, j)/{i’, j/) and an ordered pair (g, h) of nonterminals, we need to verify that there exist k,l € Zn,
with p¢ (i, j)/{k,1)) = g and p¢ ((k,1)/{i’, j’)) = h. Since g =i+ mod m and h =k + j' mod m, we obtain [ = g — i mod m
and k = h — j’ mod m. Furthermore, given an arbitrary atom (i, j) and nonterminals g, h € Z,,, we want to find a cate-
gory (i, j)/(k,1) and an atom (k,I) such that p¢/((i, j)/{k,I)) = g and p¢'({k,l)) = h. From the definition of the relabeling
we have p¢/({k,I)) =k, so k=h and | = g — i mod m. It is straightforward to show that each derivation of Cs relabels
(via pg/) to a derivation of G’ due to the definition of R. For the converse, suppose that we would like to simulate a pro-
duction n — o (g, h) € P and we have already settled on category a/a’ for n. We already argued that we can always find
suitable preimages a/a” and a”/a’ that relabel to g and h, respectively. So for every derivation d € D(G’) we can find a
derivation of Cg that relabels to d. Due to the fact that the categories occurring in derivation trees of Cs cannot have
higher order or arity greater than 1, they never leave the relevant domain of pg'. O
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ax/a a ax/fa a
ax ax {a, a, O)
a cla\a alblb bjc\c / /
cla a/b/c\c WT/ZX\C a C/HT/Z’C\C (a) {a,\c, [a)
a/b/c/a a /
a/b/c a_cra ”"“;x,c(’f\‘ (c/a) ax/Zx/cfc{c\a (a, /b, [c\c)
/ N\ (a/b/b)
a c/a\a a/b/b b/c\c a/b/b (b/c\c)

Fig. 7. CCG derivation tree (without lexical entries), corresponding rule tree t, spinal(t), and its encoding enc(t).
Theorem 19. The tree languages generatable by 1-CCGs are exactly the regular tree languages.

Because the yield languages of the regular tree languages are exactly the context-free languages, we obtain the following
generalization of Theorem 8. Note that 0-CCGs are included in the set of 1-CCGs.

Corollary 20. The string languages generated by 1-CCGs are exactly the e-free context-free languages. Moreover, for each 1-CCG G the
derivation tree language D(G) and the tree languages generatable by G are regular.

6. Inclusion in the context-free tree languages

In this section, we want to relate the derivation tree languages of CCGs to the context-free tree languages. However, this
is complicated by the presence of potentially infinitely many categories in the derivation trees D(G) for a CCG G. Let us
illustrate the problem first.

Example 21. Let G4 = (X, A, R, {D}, L) be the 3-CCG given by the alphabet ¥ = {c, d, e}, the atoms A = {C, D, E}, the lexi-
con L with L(c) ={C}, L(d) ={D/E\C, D/E/D\C}, L(e) = {E}, and the rule set R consisting of the rules
Dx/D D/E/D\C Dx/E E Dx/D D/E\C C Dx\C
Dx/E/D\C Dx Dx/E\C Dx
where x € A(A). From a few sample derivation trees (see, e.g., Fig. 3) we can convince ourselves that G4 generates the

string language £(G4) = {cid’e! | i > 1}, which demonstrates that 3-CCGs can generate non-context-free string languages. In
addition, the derivation trees D(G4) contain infinitely many categories as labels.

Since classical tree language theory only handles finitely many labels, we switch to a different representation and con-
sider rule trees. The idea is to label the internal nodes of these trees not by categories, but by the rules that are applied
at them to obtain the respective categories, whereas the leaves are still labeled by lexical categories. To keep the presenta-
tion simple, we assume, without loss of generality, that all secondary input categories of rules in R are concrete categories
of C(A); i.e., we disallow rules with category variables. We introduce the following shorthands. We let T =T 4(L(X)) be
the set of all potential rule trees (see Definition 22), and for all alphabets N1 and Ng we let SF(N1, No) = Tg n; (L(X) U No)
be the sentential forms of a sCFTG with unary nonterminals N1 and nullary nonterminals Np.

Definition 22. Let G = (X, A, R,I,L) be a CCG. A tree t € T is a rule tree of G if catg(t) € I, where catg: T — C(A) is the
partial mapping that is inductively defined by

e catg(c) =c for all c € L(Z),

. catc(ax/gxy L (t1,t2)) =aay for all trees ty,t; € T such that catg(t7) = aer/c and catg(t) = cy, and
o catg (L axj‘jx\c (t1,t2)) =aay for all trees t1,t; € T such that catg(t1) = cy and catg(t2) = aor\c

and is undefined for all other cases. The set of all rule trees of G is denoted by R(G).

Through rule trees, the (well-formed) derivation trees of a CCG are encoded in a natural way while using only finitely
many labels. More precisely, there is an (obvious) bijection between the derivation trees 9(G) and the domain of the
function catg. An example rule tree alongside the corresponding CCG derivation tree is depicted in Fig. 7.

In the following, let G = (X, A, R, I, L) be a CCG. Our goal is to construct an sCFTG that generates exactly the rule tree
language R(G). To this end, we first need to limit the number of categories. Let k € N be the maximal arity of a category in

ax/c cy c cy ax\c c R}

TUL(S) U [cy | o o

R]u[cy\
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i.e., the maximal arity of the categories that occur as initial category, in the lexicon, or as the secondary input category of
a rule of R. Further, let C;(A, k) = {c € C(A, k) | argcats(c) C argcats(L)}. The sets C.(A), AL(A, k), and A;(A) are defined
analogously. The derivation trees in D(G) can only contain categories whose arguments already appear as arguments of
lexical entries since every argument in an output category already appears in one of the input categories [9, Lemma 3.1].
Thus, we can restrict ourselves to categories using these arguments.'® Roughly speaking, the constructed sCFTG will use
the categories C(A,k) as nullary nonterminals and tuples (a, |c, y) consisting of an atomic category a € A, a single ar-
gument |c with | € S and c € C1(A, k), and an argument tree y € AL(A, k) as unary nonterminals. Recall that we write
substitutions «[t] as ta for a € A(A) and t € C(A) U A(A).

Definition 23. We construct the sCFTG G’ = (N1 U Ng, RUL(X), I’, P) with

e Ny={{a,c,y)la€A, €S, ceCL(Ak), y e AL(A k)} and No = {(c) | c € CL(A, K)},
e I'=1{{ap) |ap €I}, and
o the following set P = P; U P, U P3 U P4 U Ps of productions with

Pi={{c)>clcelL(®)} (1)
Py={(a, /c,y)—s(o, (cy)) | s= (ax/c, cy — axy) € R} (2)
P3={(a,\c.y) — s(({cy),o) | s=(cy. ax\c — axy) € R} (3)
Py={(aay) — (a,|c,y)((ax|c)) |a€ A, o,y € AL(A), | €S, c€CL(A,K), |a] <k, lay| <k} (4)
Ps={(a,lc,y)— (a.I'c,o)({a,lc,y ') (@) lacA, |,|'€S, c,c €CL(A,k), y € AL(A, k— 1)} (5)

We still have to establish that G’ indeed generates exactly R(G). This will be achieved by showing both inclusions in the
next chain of lemmas.

Lemma 24. ¥ (G') C R(G)

Proof. We will start with an auxiliary statement. For all sentential forms & € SF(N1, Ng) and t € T such that & :>E, t, we
prove that

(i) if £&(e) = (c) € Ng, then catg(t) =c, and
(ii) if £(e) =(a, |c, y) € N1, &|1 €T, and catg(€]1) = ax|c with o € AL (A), then catg(t) =aay.

Note that we do not make any statement for trees & such that &£(¢) ¢ No U Ny. For the remaining trees, we prove this
statement by induction on the length of the derivation. We have & =¢/ . ¢ :>‘é/ t for some ¢ € SF(N1, No) and £ € N, where
we applied the first derivation step at the root and :>‘é, is the ¢-fold composition of = with itself. We distinguish five
cases based on the production p € P used at the root in the first derivation step:

(1) If p={(c) - c € Py is a production of type (1), then c € L(¥), £ = (c), and ¢ =t = c. Since c € L(X¥), we trivially
have cat¢ (t) = ¢, which proves statement (i).!!

(2) If p={(a,/c,y)— s(a,{cy)) € P, is a production of type (2), then we have &(¢) = (a, /c, ¥) and we only need to
prove statement (ii). Consequently, let &|; € T and catg(¢]1) = ax/c for some o € AL (A). From the derivation ¢ =
s(&l, (cy)) =>é, t, we can conclude that (cy) :>€, t|, for some 1 < ¢ < ¢. The latter yields catg(t|) = cy by the

ax/;x—ycy € R, catg(t|;) =aa/c, and catg(t|2) = cy, we conclude that catg(t) =

induction hypothesis. From the facts s =
ay.

(3) If p=(a,\c, y) — s({cy),n) € P3 is a production of type (3), then we need to prove statement (ii), which can be done
in the same way as in the previous case (2).

(4) If p = (aay) — (a,|c, y)((aa|c)) € P4 is a production of type (4), then we need to prove statement (i). By context-

freeness, we can rearrange the derivation ¢ :>‘é, t such that

¢ =(alc.y)((axlc)) =& (a,lc, y) () =6 t

for some t' € T and ¢/, ¢” > 1 such that ¢ = ¢’ + ¢”. Consequently, we have a subderivation (ac|c) :>€, t/, from which
we conclude that catg(t’) = aa|c by the induction hypothesis. Now we established the preconditions of statement (ii)
for the subderivation {(a, |c, y)(t’) :>é, t, so catg(t) = aay by the induction hypothesis.

10 This restriction is required for the sCFTG to have a finite set of nonterminals and was missing in the previous version of this contribution [32].
11 This also proves statement (ii) in this case since its precondition is not fulfilled. We omit such obvious observations in the next cases.
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(5) If p={a,lc,y)— {a,|c, m)((a, lc, y|’c/)(m)) € Ps5 is a production of type (5), then we need to prove statement (ii).
Let £]1 €T and catg(§|1) = aa|c for some o € A (A). We can again reorder the derivation ¢ :>é, t such that

¢ =(aI'c,o)((alc, yI'c)EN) =5 (a,1c, o)) =26t

for some t' € T and ¢,¢” > 1 such that ¢ = ¢ + ¢”. In the first subderivation we find (a,|c, y|'c’)(&]1) :>g, t'.
Since £|7 € T and catg(£]1) = ax|c, we meet the requirements of statement (ii), obtaining catg(t’) = axy|'c’ by the
induction hypothesis. Once more we now have established that t' € T and catg(t') = aay|'c/, so we satisfy the re-

. .o . . . . . . l//
quirements of statement (ii) of the induction hypothesis applied to the second subderivation (a, |/c/,/3)(t’) =c t
Consequently, catg(t) = aay.

This completes the proof of the auxiliary statement. We can apply the auxiliary statement to derive that catg(t) =ag € I for
all t e T and (ap) € I’ such that (ap) =¢, t. Consequently, ¥ (G') SR(G). O

For the converse, we decompose and encode rule trees R(G) in a more compact manner. These encodings will help us to
structure the derivation of rule trees, as we can use them as components and intermediate steps of the complete derivation.
First, we translate a rule tree into its primary spine form. For all a € A, c € C1(A, k), y € AL(A,k), and t1,t; € T we let

spinal(c) =c
. ax/c cy B ax/c cy .
spmal(v(ﬁ,tz)) = W(spmal(ﬁ), (cy))

. cy ax\c cy ax\c .
51nal(4t,t ):— cy), spinal(t .
p axy (t1,t2) axy ((cy). spinal(tz))
Clearly, spinal: T— Tg ¢(L(X) U No). An example is shown in Fig. 7. Additionally, we encode rule trees using only the non-
terminals of G'. To this end, we define a mapping enc: T — Ty n,(No). Forallae A, c e CL(A, k), y € AL(A,k), and t1,t, €T
we let

enc(c) = (c)

enc<M/aCx7ycy(th tz)) =(a, /c, y)(enc(ty))

enc(%(tl, tz)) = {a,\c, y)(enc(t2)) .

This encoding is also demonstrated in Fig. 7. We show that (cat¢ (t)) =, enc(t) =¢, spinal(t) for every t € T with catc(t) €
Cr(A, k) in the following sequence of lemmas. We begin by proving the second, easier part.

Lemma 25. enc(t) =, spinal(t) for every t € T with catg (t) € CL(A, k).

Proof. The proof is by induction on t. In the induction base, we have t € L(X) and thus t € C;(A, k). Hence enc(t) = (t)
and spinal(t) =t. Since t € L(X) we can apply a production of type (1) to obtain enc(t) = (t) = t = spinal(t) as desired. In
ax/c

the induction step, let t = s(ty, tz) with s = TC” € R. The case of a backward composition is analogous. Then enc(t) =

(a, /c, y)(enc(ty)) and spinal(t) = s(spinal(ty), (cy)). Consequently,

enc(t) = (a, /c, y)(enc(t1)) =§& (a, /c, y)(spinal(t1)) =% s(spinal(ty), {cy)) = spinal(t) ,

where we used the induction hypothesis in the first step and then a production of type (2). O

We now turn to the first part, that is showing that (catc(t)) =¢, enc(t) for every t € T with catg(t) € CL(A, k). This
will be dealt with in the next two lemmas. For this purpose, we need to introduce some additional notation. As usual, let
A be a finite set of atomic categories. For all argument trees o, o’ € AL (A) we write o C «’ if there exists a position w €
pos(a’) N {1}* such that @ = '|y (i.e., @ is a subtree of « that is located on the left spine). In other words, if @ C o’
and o’ =alicy---|¢ce, then o =alicq---ic; for some i < £. Additionally, we simplify our notation for encodings. Recall
the sets Ny and No of nonterminals from Definition 23. We let Enc = Ty n,(Ng) be the set of encodings. Encodings are
essentially strings, so pos(e) C {1}* for all e € Enc. Instead of a position 1¥ we simply write just k in an encoding. Moreover,
we write |e| instead of | pos(e)|. In other words, we identify the set pos(e) with the corresponding set Z | of nonnegative
integers.

Let e € Enc be an encoding with positions pos(e) = Z,4+1 such that e(¢) = (acr) and e(i) = (a;, |ici, y;) for all i < £. It is
consistent if
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e a=aq; forall i < ¥, and
e there exist o, ...,a¢—1 such that « = oy—_1|¢—1c¢—1 and «;y; = otj_1li—1¢i—1 for all i e [£ —1].

For such a consistent encoding, we have catg(e|¢) = ax and catg(e|;) = aa;y; for all i < ¢. Now, let e, e’ € Enc be two
encodings. We write e < e’ if there exist positions i € pos(e) and i’ € pos(e’) with i <i’ such that

e e(j) = (aj, |jcj,o) for all j <i (i.e., all labels of e at positions j <i have o in the third component), and
e e|i={a,lc,y)(e) and €'|y = (a, |c, y’)(e) with y C ¥’ (i.e., the subtrees e|; and e’|; coincide except for the third com-
ponents Y and y’ of the labels at the roots, for which we have that y is a strict subtree on the left spine of y").

It is clear that < is a strict partial order (irreflexive and transitive) on encodings. Indeed the positions i and i’ that demon-
strate e < e’ are unique. Finally, we let f: Enc® — Z be such that f(e,e’) = |¢/| — |e| for all e,e’ € Enc. It is obvious
that f(e,e’) € N provided that e <e’.

Lemma 26. Let e, e’ € Enc be consistent encodings with catg(e) = catg(e) such thate < e’. Thene =, ¢'.

Proof. Let i <i’ be the unique positions required to show that e < ¢’, and e|; = (a, |c, ¥)(e) and €|y = (a, |c, ¥')(e). Also
let aB = catg(e) = catg(e’) and aw|c = catg(e). Then obviously catg(e|;) = aay. Moreover, i = @y | — |8| because the third
component is o for all labels at positions strictly smaller than i, which yields that catg(eli—j) = (aay)|; for all j <i.
Similarly, we have catg(e’) = awy’ with |ay’| > |ay|. Since we can only remove a single argument in each step, we obtain
that |ay'| — 8] <1'.

We now prove the statement by induction on f(e,e’). In the induction base, we assume that f(e,e’) = |e/| — |e| = 0.
Consequently, we have i =i’ and |ay’| — || <i' =i=|ay|—|B| < |ay’| —|Bl, which is a contradiction. Hence this case
cannot occur.

In the induction step, let f(e,e’) = |e/| — |e|] > 0. Consequently, i < i’. Let Y’ = y|'c’y” for some |' € S, ¢’ € CL(A, k),
and y” € AL (A, k). Using an application of a production of type (5) we obtain

eli=(a,lc,y)® =¢ (a,'d,0)((@lc,yI'c)@) =8 .

Let e” = e[e];, which immediately yields |e”| > |e|. Then e” is again a consistent encoding because cat(é) = aay, which is
also the category of the replaced subtree e|;. Consequently, the newly constructed encoding e” has the same category as
e and e’. Next we prove that e” < e’. If e” = ¢/, then trivially e” < ¢’. Thus, let e” # ¢’. Since e”|i12 =€’|yr41, let j” <i+1 be
the largest integer such that e”(j”) # €’(j), where j' =i’ — (i+1)+ j”. Clearly, such an integer j” must exist because e” #¢’'.
Now we prove by case analysis on j” <i+1 that e” <e'.

e If j/=i+1, then j/ =1i'. Since the labels of ¢’ at j” =i+1 and of ¢’ at j/ =i’ differ, although their first two components
are the same, we obtain that y|'c’ £y’ = y|'c’y” and thus y” # o. Then trivially e” < e’ using the positions j’ =
i+1 and j/ =1, for which we know i+ 1 < i’ and all labels of e” at strict prefixes of i +1 have o in the third
component (for all positions strictly smaller than i this is true since the labels of e” and e coincide and for i it is true
by the definition of e”).

e Otherwise, we have j” <i+1. Lete”|j» = (a,|"c”, 0)(h”) and e'|j = (a, |"’c””, o’} (h'). Obviously, we have h” = h’ because
we selected the maximal j”. Consequently, we also have |”¢”” =|"c” by consistency. Since the labels are different, we
must have o C o'. Then e” < e’ using the positions j” and j’, for which we know that j" =j —i'+ ({+1) <j
because i + 1 < i’. Moreover, all labels of e” at strict prefixes of j” <i have o in third component since those labels
coincide in e” and e.

Hence ¢” < e’. Now we return to the main statement. If e” =¢’, then clearly e :>E, e” = e’. Otherwise, we have consistent
encodings e” and e’ with catg(e”) = catg(e’) such that e” < ¢’. Since |e”| > |e|, we additionally have f(e”,e’) =e/| — |e¢”| <
le’| — lel = f(e,e’). Consequently, we can apply the induction hypothesis to e” and e’ and obtain that e” =¢, ¢/, which
together with e = e” yields e =, e’ as desired. O

It should be obvious that for every t € T with catg(t) € C.(A) the encoding enc(t) is consistent and has the same
category catg(t). For the proof of (catc(t)) =¢, enc(t) for all ¢ € T with catg(t) € C(A, k), we define another map-
ping enc’: T — Ty n, (No). For all t € T with catg(t) € CL(A, k), we let

enc (t) = (catg(t)) .
Otherwise, for all a € A, c € CL(A, k), y € AL(A, k), and t1,t; €T, we let

e (PLL10t)) = (o fe. ) enc )
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{a, /a, D)
{a,\c, O) |
(a, /b, [c) | (a,\c, /a)
(a/bjc) =6 | = (a, /b, /c\¢c) =¢ |
{a/b/b) | {a, /b, [c\c)
(a/b/b)
{a/b/b)

Fig. 8. Derivation of the encoding.

encl<%(fl, t2)> =(a,\c,7)(enc(t2)) .

Similarly, for every t € T with catg(t) € C.(A) the encoding enc’(t) is consistent and has the same category catg(t). Note
how this is different from the previous encoding enc(t). While before, we only added a nullary nonterminal if the input
consisted of a single node c € C; (A, k), we now compress a complete subtree whose category is in C;(A, k) to a nullary
nonterminal. In the following, we will show that we can derive the original encoding from this shortened variant.

Lemma 27. enc/(t) = enc(t) for every t € T with catg (t) € CL(A).

Proof. We prove it by induction on t. In the induction base, we let t € L(X). Consequently, t = catc(t) € CL(A,k)

and enc’(t) = (catg(t)) = enc(t), which proves the induction base. In the induction step, let t =r(tq, t3) for some rule r € R
and t1, t; € T. We only consider forward compositions. Thus, let r = ax/acx—ycy By assumption catg(t) € C(A), so let catg(t) =

aay for some o € AL (A). Now we distinguish three cases depending on the arities of the categories of t and t;:
e Suppose that catg(t) =aay ¢ C(A, k). Then

enc'(t) = (a, /c, y)(enc'(t1)) =% (a, /c, y)(enc(ty)) = enc(t) ,

where we used the induction hypothesis applied to t1.

e Now suppose that catg(t) = axy € C (A, k) and for the subtree t; suppose that catg(t;) = ac/c ¢ C(A, k). Let {aB|c’)
be the leaf of enc/(t1). Note that the categories of subtrees of enc’(t1) for all strictly smaller positions are not in C(A, k).
Consequently, we have af C aay, so let y’ € AL(A, k) be such that afy’ =aay. In addition,

enc’(t) = (aay) =¢ (a, |, ¥')({alc)) =e .
Clearly, e = {(a, |c, y")({aB]|c’)) is consistent and has category acy, which is also true for e’ = {(a, /c, y)(enc’(t1)). Next
we show that e < e’. Let £ = |e’| — 1. Obviously, e|; = (ag|c’) =¢€'|; and e,_; = (a,|c’,y"”) for some y” € AL (A, k)
because e’ is consistent. It remains to prove that y’  y”, which is true because for all non-zero positions strictly
smaller than ¢ — 1 the encoding has subtrees with categories that are not in C(A, k). Hence aBy’ = aay € Cr(A,k)
must be a subtree on the left spine of all those categories. Consequently, we have e < e’ for these consistent encodings
with catg (e) = catg(e’), so we use Lemma 26 to conclude that e =¢, ¢’. Thus, in summary we have

enc'(t) = (aay) =¢ (a.|c', y")((aBlc)) =e={ e = (a, /c,y)(enc (t1)) =¢ (a, /c, y)(enc(tr)) = enc(t) .

e Finally, suppose that catg(t) =axy € CL(A, k) and for t; suppose that catg(t1) =aa/c € Cr(A, k). Then

enc'(t) = (aay) =¢ (a. /c, y)({aee/c)) = (a, /c, y)(enc'(t1))
=& (a, /c, y)(enc(tr)) =enc(t) .

Thus, we have proved the statement. A particular case is the desired derivation (catg(t)) =¢, enc(t) for every t €T
with catg(t) e CL(A, k). O

An example of a derivation of the form (catc(t)) =, enc(t) is presented in Fig. 8. Combining Lemmata 25 and 27, we
can conclude that {catc(t)) =¢, enc(t) =, spinal(t) holds for every t € T with catg(t) € CL(A, k). This will prove extremely
useful in the following.

Lemma 28. R(G) C 7(G')

Proof. We first prove by induction the auxiliary statement that for every rule tree t € T such that catg(t) € Cr(A, k) we
have (catg(t)) =¢, t. In the induction base we have t € L(X), which also yields t = catg(t) € CL(A, k), and thus (t) =¢ t
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ax/(by) bya/c - bya/c ¢ ax/(by) bya\c 3 ¢ bya\c
axa/c ¢ — 7 ax/(by) bya c axa\c — ax/(by) bya
axo axo axa axo
bya\c ax\(by) o bya\c bya/c ax\(by) - bya/c ¢
c axo\c ~— by« ax\(by) axa/c c "  bya ax\(by)

axo axo axo axo

Fig. 9. Rule schemes of [14] with a,b € A, x, ¥y, € A(A), and c € C(A).

) /(Lj) ) )

G+ 1,5 @j+1) g} i+2,5y 77 G+ 1,5 G j+1) g (i+1,j+1) 7
(i+2,j/> (z>1,j+1) +1,j+1) (G j+1) +1,j+1) (G,j+2) +1,5 G j+2)
) (i, J) ) (i, J)

G+ 1,7y Gj+1) i 2?7 (i, j+2) G+ 1,5 Gj+1) i 2 (i+1,j+1)
(+1,j+1) G,j+2) +1,7) G+1,j+1) <i+2,j/) (i+1,j+1) (G+2,j) G, j+1)

Fig. 10. Rule schemes of [14] with the relabeling indicated based on the input tree. The roots of equal subtrees occurring at the wrong position are marked
in red and blue. (For interpretation of the colors in the figure(s), the reader is referred to the web version of this article.)

by a production of type (1). In the induction step, we use Lemmata 25 and 27 to obtain {(c) =, spinal(t), and we apply
the induction hypothesis to the nullary nonterminals present in spinal(t) to conclude the proof of the auxiliary statement.
With the help of the auxiliary statement, we immediately obtain that for every rule tree t € R(G) we have (catg(t)) =¢ t
because catg (t) € I. Moreover, (catg(t)) € I’ and hence t € £L(G). O

Theorem 29. The rule tree language R(G) of a CCG G can be generated by an sCFTG.

7. Proper inclusion for pure CCGs

Recall that a CCG (X, A, R, I, L) is pure if R =R(A,k) for some k € N. In this section, we show that there exist CFG
derivation tree languages that cannot be generated by any pure CCG. In particular, this shows that the inclusion demon-
strated in Section 6 is proper for pure CCGs. We start with our counterexample CFG. We will use nonterminals that are
pairs of integers, and we will use standard arithmetic. In fact, to make the text more readable, we assume henceforth that
all computations with the integers inside of nonterminals are performed modulo 3.

Example 30. Let us consider the CFG Gex = (N, T, (0, 0), P) with the nonterminals N = {(i, j) | i, j € Z3}, the terminals I =
{a}, and the set P of productions containing exactly (i, j) — (i + 1, j) (i, j+ 1) and (i, j) — « for every (i, j) € N. Clearly,
the tree language D(Gex) is not universally mht-bounded.

Theorem 13 already shows that the tree language D(Gex) is not generatable by any 0-CCG. Similarly, it is impossible to
generate D(Gex) With a pure CCG. This follows from the transformation schemes of [14] that change the order of consecutive
application and non-application operations, resulting in derivation trees with reordered subtrees and therefore with the
wrong shape after relabeling. The transformation schemes are depicted in Fig. 9. Due to the absence of rule restrictions in
pure CCGs, the applicability of these transformations cannot be prevented.

Theorem 31. The tree language D(Gex) is not generatable by any pure CCG.

Proof. For the sake of a contradiction, suppose that there exists a pure CCG G = (X, A, R(A,k),I,L) and a (category)
relabeling p such that ¥,(G) = D(Gex). Let t € D(Gex) be such that mht(t) > arity(L). Since D(Gex) is not universally
mht-bounded, such a tree exists. By Lemma 10, the CCG G has to use non-application operations to produce trees with
the shape of t, so k > 1. Let u € D(G) be such that t € p(u). Moreover, select the top-most (i.e., least with respect to the
shortlex order) position w € pos(u) at which an application rule is applied followed by a non-application operation. Such a
position must exist since the rule applied at the root is always an application rule (because the initial category is atomic).
This yields one of the cases listed left of the =-symbol in Fig. 9. We apply the such identified transformation rule of
Fig. 9 that matches at w to obtain another tree u’ € D(G) [14]. However, as we illustrate in Fig. 10, each transformation
rule leads to a derivation tree of the wrong shape (i.e., one that can be relabeled in an undesirable manner). Let us walk
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Table 2
Summary of the expressive power of various types of CCGs, where CFL, TAL, RTL, and sCFTL are the
context-free languages, tree-adjoining (string) languages, regular tree languages, and tree languages
generated by sCFTG, respectively.
expr. power \ class pure 0-CCG ‘ 0-CCG | pure 1-CCG | 1-CCG pure CCG CCG
strings =CFL C TAL =TAL
trees =mht-bounded RTL | CRIL | =RTL | CCFIL | =sCFIL

through one case in detail. Suppose that the first transformation rule of Fig. 9 applies at position w. Moreover, assume
that u(w) relabels to (i, j) for some i, j € Z3 because t € p(u) C D(Gex). Then we know that u(w2) relabels to (i, j + 1)
because p(u) € D(Gex). However, after applying the transformation (i.e., in the tree u’), the subtree u|,, now occurs
at 1|22, which creates the wrong shape, so p(u’) € D(Gex) contradicting F,(G) = D(Gex). O

8. Conclusion

Table 2 summarizes our main results and puts them into the context of related work on the expressive power of various
types of CCGs, both as generators of strings and as generators of trees (weak and strong generative capacity). The weak
equivalence of CFG and pure 0-CCG, which is CCG without rule restrictions and only application rules, is a classical result
due to BAR-HILLEL, GAIFMAN, and SHAMIR [28]. We showed that the tree languages generated by 0-CCGs are a proper subset
of regular tree languages (Theorem 13, see also [25]), whereas those generated by 1-CCGs are exactly the regular tree
languages (Theorem 19). While the step from 0-CCGs to 1-CCGs does not increase weak generative capacity (Corollaries 8
and 20), the strong generative capacity increases. We also observe that there is no difference in tree expressivity for 0-CCGs
between the pure and non-pure variants (Theorem 13), while for higher rule degrees, pure CCGs are strictly weaker and
cannot even generate all regular tree languages (Theorem 31). For weak generative capacity, this difference has already been
investigated [14,31] and occurs for rule degrees 2 and higher.

The string languages generatable by pure 1-CCGs are, as for the non-pure variant, exactly the context-free languages.
This statement deserves some further explanation. Although it follows from Corollary 20 that 1-CCGs cannot generate non-
context-free languages, it is not immediately clear that they can generate all context-free languages. To demonstrate this,
we employ the classical construction for pure 0-CCGs [28]. Given a CFG, a pure 0-CCG generating the same string language
is constructed, such that lexicon entries contain only atomic arguments with leading backward slashes. As a consequence,
each derivation tree generated by a CCG with this lexicon can use only backward rules, and all secondary input categories
of application rules are atomic. Now consider some derivation tree of the pure 1-CCG with the same lexicon. As argued in
the proof of Theorem 31, if a composition rule appears in the derivation tree, we can find a position where a composition
is followed by an application. This is because the root category is always obtained through application. We transform the
derivation tree by repeated use of rule scheme R2 (see Fig. 9) into a derivation tree that uses only application rules. Note
that each use of the transformation rule eliminates a composition from the derivation tree, since y and « are empty due
to the properties of the grammar. The transformation does not change the string that labels the leaves, since this particular
rotation does not change the order of the three involved subtrees. This shows that the corresponding pure 0-CCG can
generate the same string. Thus, the pure 1-CCG generates the same string language as the pure 0-CCG, and therefore the
desired context-free language.

We now turn our attention back to the more general discussion. Our main result is that the tree languages generated
by CCGs with limited composition depth and rule restrictions are a subset of the tree languages generated by simple
monadic context-free tree grammars (Theorem 29). The size of the constructed grammar (Definition 23) is exponential in
the maximum arity of categories that occur in the lexicon or as secondary input categories of the given CCG. As mentioned
above, the inclusion is proper for pure CCGs (Theorem 31).

The construction used in the classical equivalence proof between CCG and TAG [9] demonstrated that there is no differ-
ence in string-generative capacity between 2-CCGs and k-CCGs with k > 2, and that the inclusion of higher-order categories
in the lexicon does not change weak generative capacity. However, as stated in the Introduction, this construction utilizes
g-entries, which are problematic from a computational point of view [16]. Recently, it has been shown that for a given
sCFTG a strongly equivalent CCG can be constructed [33]. This is the inverse direction of what we showed in Theorem 29
and, together with our result, proves strong equivalence of CCG and sCFTG, thus characterizing the tree-generative capacity
of CCG exactly. It also proves strong equivalence of CCG and TAG because of the strong equivalence of sCFTG and TAG [34].
Further, from the construction is concluded that rule degree 2 and first-order categories suffice to give CCG its full expres-
sive power on trees, and that e-entries can be avoided. The translation of an sCFTG into a strongly equivalent CCG increases
the grammar size only polynomially. However, to remove ¢-entries from a CCG, it first has to be converted into an sCFTG,
then they are trimmed from the sCFTG, and the result is converted back into a CCG, leading to an overall increase of the
grammar size exponential in the maximum arity of categories occurring in the lexicon or as secondary input categories of
the given grammar.

Finally, we would like to point out the structural similarity between the rules of the sCFTG in Definition 23 and the
parsing algorithm for CCG proposed in [35]. This similarity is not coincidental: Both that parsing algorithm and the con-
structed sCFTG rely on very similar decompositions of CCG derivations into small, recombinable parts. More generally, we
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believe that work on the formal aspects of CCG and work on its parsing can be very fruitful for each other. Future efforts
in both areas could study practically relevant extensions of the classical CCG formalism that we considered in this article,
and in particular the inclusion of the rules of type raising and substitution (respectively based on the T and S combinator
of combinatory logic), which have so far been left out from much of the theoretical literature on CCG.
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