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CHAPTER 7

Visual Programming as a Tool for Developing Knowledge in STEM Subjects

A Literature Review

Karin Stolpe & Jonas Hallström
Dept. of Behavioural Sciences and Learning,
Linköping University, Sweden

Abstract

There is currently a trend toward introducing computational thinking in schools, and one popular tool to carry this out is through visual programming. A literature review focusing on visual programming and its effects on learning is still lacking, however; especially in STEM (science, technology, engineering, and mathematics) subjects. The aim of this literature review is to investigate and synthesise the findings of research studies on what students potentially learn in STEM subjects from visual programming. Database searches resulted in 25 studies that were analysed qualitatively. Results showed that by engaging in visual programming students do learn to code, but several basic programming concepts are still challenging. Visual programming for learning in STEM subjects is limited concerning science education, whereas it seems as if visual programming could work as a methodical glue for other STEM subjects. By introducing visual programming, our findings indicate that mathematics, technological, and engineering knowledge and skills, as well as basic programming knowledge and skills, are practised and reinforced. However, teachers need to be aware of which competences are in play in the specific teaching and learning modules, in order to support students’ learning.
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Introduction
Computing has a strong connection to STEM (science, technology, engineering, and mathematics) because it has been conceived of variously as a science, a branch of mathematics, and/or a branch of technology and engineering (e.g. De Mol & Primiero, 2014; Hallström, 2022). The current trend of introducing computational thinking (CT) and programming into school curricula worldwide (Denning & Tedre, 2019a; Wing, 2006) is paralleled by an increasing focus on STEM education; either as individual subjects or as interdisciplinary cooperation between STEM subjects (Hallström & Schönborn, 2019; Tang & Williams, 2019). Visual programming is, for example, used in STEM education to promote subject-specific skills, although little is known about the effects of visual programming on the development of such skills, particularly in technology and engineering.

Visual programming languages are descendants of Seymour Papert’s LOGO, which was introduced in the late 1960s with the ambition of promoting CT to children: developing students’ cognitive and generic skills such as metacognition, problem solving capability, and creativity (Papert, 1980, 1996). However, research about the effects of learning to program with LOGO on students’ cognitive skills or skills in other subjects—the so-called "transfer hypothesis"—was inconclusive (Björklund, 2016; Denning & Tedre, 2019b; Pea, 1987; Scherer et al., 2018; Voogt et al., 2015; Xu et al., 2019). Even though many of today’s visual programming languages largely stem from LOGO, there are many differences concerning not only hardware and software but also the technological and educational contexts in which these languages are being implemented.

**Aim and Research Question**

The aim of this literature review is to investigate and synthesise the findings of research studies on what students potentially learn in STEM subjects from visual programming, in primary and lower secondary education from 2011 throughout 2021. The research question to be answered is: What do students potentially learn in terms of subject specific knowledge and skills in STEM subjects when working with visual programming, according to the reviewed studies?

**Background and Earlier Research**

The term “computational thinking” (CT) was originally coined by Papert (see e.g. Papert, 1996) to denote the metacognitive, procedural thinking
said to result from programming. Jeannette Wing recently reintroduced the concept and claimed that “[c]omputational thinking is the thought process involved in formulating a problem and expressing its solution(s) in such a way that a computer—human or machine—can effectively carry it out” (Wing, 2017, n.p.). Denning and Tedre (2019a) show, however, that computational thinking is a complex set of mental skills and practices that humans have developed for hundreds of years, and that it involves both an engineering design (software and hardware) and a scientific explanation. For the purposes of this chapter, suffice it to say that computational thinking is of empirical interest in the sense that most of the studied works on visual programming also claim to be about CT.

A major tool of education in computational thinking has therefore become visual programming. In schools, programming is often connected to or merged with one or more STEM subjects (e.g. Tucker-Raymond et al., 2019). In some European countries, programming was either seen as part of STEM in the curriculum, or there were plans to integrate it more fully with STEM subjects; in Malta and Belgium, for example (European Schoolnet, 2015). Following a long curriculum debate on computational thinking, Sweden updated the syllabi in technology and mathematics education for compulsory schools to include programming components in 2018 (Digitaliseringskommissionen, 2016; Skolverket, 2017). The new curriculum of 2022 still includes programming—for example, visual programming—in mathematics education and technology education (Skolverket, 2022).

This review will involve an inductive exploration of the character of the findings of research studies on visual programming as a tool for learning in STEM subjects. We define visual programming software as various kinds of graphical or visual environments in which coding is carried out by means of manipulating blocks, symbols, or pictures (e.g., Scratch), but also similar programming software for robotics, such as Lego Mindstorms.

There are some previous reviews focusing on programming and its relation to learning in STEM subjects. Benitti et al. reviewed the educational potential of programming robots in schools. The authors were able to show some gains in student learning in STEM subjects such as mathematics, physics, and programming, although there were also several studies indicating no improvement in learning (Benitti, 2012). Sullivan and Heffernan conducted a similar review focusing on how robotic construction kits function as computational manipulatives in K–12 STEM education. The results, although limited, indicated that robots may help students develop scientific literacy, improve their conceptual
understanding of concepts in physics related to forces and motion, and help in modelling biological systems (Sullivan & Heffernan, 2016).

Furthermore, Scherer et al. (2018) concluded that there was a positive transfer of programming skills to situations that required creative thinking, mathematical skills, and metacognition, as well as those requiring spatial skills and reasoning. Literacy and school achievement in subjects other than mathematics, on the other hand, benefited the least from learning to program.

Although the above results are illuminating, there has not yet been a literature review focusing on visual programming and its effects on subject specific knowledge and skills in STEM subjects. Earlier studies have explored older software and/or only partially focused on visual programming (cf. Scherer et al., 2018).

Research Methodology

Data Collection: Literature Searches and Selection
The procedures for performing a literature review employed in this study were inspired by systematic reviews and partly based upon Kitchenham (2004), and Grant and Booth (2009), but some adjustments and refinements have been made to adapt the procedures to the sample.

The literature searches were primarily conducted in the electronic database Educational Resources Information Centre (ERIC). ERIC was selected because it covers the most prominent journals in education research. In addition, a complementary search was conducted in Google Scholar, during the initial search stage. Google Scholar was selected because of its very broad scope, in order to find relevant articles that were not, for some reason, indexed in ERIC. Thus, the literature searches in both databases covered the period from 2011 to 2016, but for the 2017–2021 period only ERIC was used because of the abundance of search hits.

The searches in ERIC were carried out in three rounds: a primary and a secondary round, the former being the most extensive and thorough and the latter being complementary, for the years 2011–2016, as well as a third round for the years 2017–2021. In the primary round, the following search terms were used in a full-text search: “Computational thinking” AND programming OR “programming languages” OR “visual programming” AND “elementary education” / “primary education” / “secondary education”. This search resulted in 60 hits, after delimiting it to only peer-reviewed articles in journals with a good reputation; that is, included in Web of Science. The primary search in ERIC was also complemented with
a search in Google Scholar, using the following search terms: “Computational thinking” AND programming OR “programming languages” OR “visual programming” AND “elementary education”. The number of hits was large (141) because it was not possible to automatically apply the criterion of only peer-reviewed journal articles. The sorting of the 141 hits to find only peer-reviewed articles indexed in Web of Science was therefore performed manually, after which 52 articles remained, 27 of which did not appear in the ERIC search. The final outcome of the primary search round was therefore 60 plus 27 articles, a total of 87 peer-reviewed articles.

In the second round, keywords were used as search terms, this time in a full-text search. The terms used in the secondary ERIC search were as follows: “programming” OR “programming languages” AND “elementary education” OR different grades (e.g., DE “Grade 1” OR DE “Grade 2”, etc., up to “Grade 9”). This search resulted in 32 articles, after delimiting the search to peer-reviewed articles in Web of Science journals in the second round. Due to the (so far) open nature of the searches, they identified a total of 119 individual peer-reviewed articles, so an additional search in Google Scholar was deemed unnecessary. For the years 2017–2021 in the third round, we only searched ERIC with the search terms ((DE "Programming" OR DE "Coding" OR DE "Computer Literacy") AND (DE "STEM Education")) AND ((DE "Secondary Education") OR (DE "Primary Education") OR (DE "Elementary Education")) which resulted in 55 articles.

After the three search rounds, further delimitations using several inclusion criteria were applied manually to the 174 articles (cf. Kitchenham, 2004). First, only articles on general education—elementary/primary or secondary education but not areas like special needs education—and only grades 1 through 9, were included. Secondly, only articles that included students’ visual programming were included, so articles only dealing with other programming software or teachers’ development of programming skills were excluded. Third, only articles focusing on STEM subjects (science, technology, engineering, mathematics) or visual programming seen as part of STEM education were included, so studies relating to all other school subjects were excluded. Fourth, the articles included in the final selection were only those that discussed completed empirical studies, so review articles, pilot studies or semi-completed studies, conference papers, and discussion/position papers were excluded.
The inclusion criteria drastically reduced the number of articles. Thus, based on the above inclusion criteria, our review included a total number of 25 unique scientific studies selected for analysis. Studies using qualitative, quantitative, and mixed-methods designs were represented among these 25 articles. For a step-by-step illustration of the whole selection process, see Figure 1.

[Insert Figure 1 about here]
Figure 1. The process of selecting the 25 articles for the literature review

**Data Analysis**

In this study, we considered it important to synthesise the actual findings of the included studies, to be able to answer our research questions based on data that was as “raw” as possible. Therefore, we were inspired by a method of data analysis called *interpretive synthesis* (Evans, 2002). The first step consists of tabulation; that is, presentation of the main characteristics and major findings of each included study in a table (see Table 1). Based on this table, we also formed a narrative summary of the major findings, as presented in the Findings section (Evans, 2002).

The second step of data analysis occurred in conjunction with writing the aforementioned narrative. For this purpose, we utilised another qualitative and interpretive method in line with Braun and Clarke’s (2006) description of thematic analysis in six phases. According to this method, we treated the findings of the 25 previous studies just as we would any kind of qualitative data or empirical material. The initial two phases were: (1) to familiarise ourselves with the data, which included repeated reading of the tabulation of the entire dataset (based on the original 25 research articles); and (2) to generate initial codes, which meant that all text sections of each article relating to the corresponding research questions were labelled with a descriptive code. This process was inductive. The next phase (3) was to generate themes, which meant sorting the codes into a hierarchical order. The subsequent phase, (4) reviewing themes, involved revising and refining themes to minimise any overlap between them. The next phase (5) consisted of defining and, finally, naming themes, to be presented as headings. The final phase (6) consisted of compiling exemplary data to exemplify the themes/headings, the results of which are presented in the Findings section (Braun & Clarke, 2006). In the Discussion, our thematic analysis and interpretive synthesis are summarised based on the findings, resulting in conclusions in response to the research question.
Findings

Results of the data analysis are presented in this section. This study specifically focused on visual programming software, and the most common software programs used in the included studies are Scratch and ScratchJr (11 out of 25), and different LEGO software (4 out of 25). The remaining studies utilised either lesser-known visual software, or software created specifically for these studies. The findings are presented under three headings, which constitute the main themes. The themes all relate to the research question. These themes are: 1) mathematical knowledge and skills, 2) technological knowledge and skills, and 3) programming knowledge and skills.

[Mathematical knowledge and skills]

Depending on the specific programming tasks, opportunities for learning mathematical calculation and arithmetic may arise. In one study, primary students aged 8 to 9 years used TurtleArt, which is a tool for teaching geometry. Through observations, the researchers identified that students shared mathematical ideas about geometry, such as how to calculate the degrees of an angle (Boyd Harlow & Emerson Leak, 2014).

In a study that involved sixth graders working with programming robots, students worked in groups and discussed the objectives of the robot’s design, construction, and programming. Students were also able to articulate their mathematical strategies (Castledine & Chalmers, 2011). Furthermore, these students used a variety of calculation methods, including estimation, addition, subtraction, and division.

Even though neither of these studies presented evidence of students’ development of mathematical skills, they both showed that students discussed and shared mathematical ideas that may lead to the development of their mathematical content knowledge (Boyd Harlow & Emerson Leak, 2014; Castledine & Chalmers, 2011). This seems to be evident even if the task is not explicitly based in mathematics.

Similarly, Kalelioğlu (2015) did not test skills development in mathematics per se, but students were asked what skills they thought they had improved through the programming intervention. Several stated that they felt they had improved their mathematical and geometrical knowledge, although the study did not show evidence of the nature of such knowledge, and this was only what the students themselves expressed.
However, the students had worked on Code.org, which contains, for example, tasks for calculating angles, so calculation was indeed part of the programming curriculum.

In a study of 84 students aged 12–14 years, Gülmez and Özdener (2015) identified a correlation between students’ overall academic success and their success in algorithm development. Their results also showed that there was a significant positive correlation between average programming post-test results and achievement in mathematics.

Dickes et al. (2020) claim that curricular integration of computing in K–12 STEM contexts is a challenging task for both teachers and students because it involves the introduction and adoption of new literacies (e.g., programming) alongside disciplinary ideas that students already find challenging to understand, such as mathematics. The classroom teacher’s emphasis on mathematizing and measurement as key learning activities helped to meaningfully integrate programming as an integral component of STEM work in the classroom in a manner that also helped them connect computational thinking and modelling with regular mathematics curricular needs (Dickes et al., 2020).

Kim et al. (2021) wrote that students in their study discovered the concepts of special angle pairs in geometry—namely, complementary and supplementary angles—as they learned to navigate the immediate feedback from the robot Sphero SPRK+ into a trial-and-error mathematics problem-solving process. Students’ experiences in the coding activities revealed that engaging in reflective play could be shaped into meaningful teachable moments where students could participate in learning through pedagogical methods using educational robotics. These activities had transferability implications that might afford STEM learning access and opportunities for students to develop not only mathematical reasoning skills, but also problem solving and critical thinking skills operable in a coding environment.

However, Miller (2019) discusses that the teachers are not always aware of the mathematics in coding lessons. He concludes that there is a need to acknowledge mathematics, as it is not always apparent for the teachers. Miller (2019) shows that year 2 primary students improved their skills in recognising and deducing patterns when they had participated in a coding intervention. Each of the six lessons in the intervention focused on teaching mathematical concepts (e.g., drawing a square or moving a robot through a particular path) using Scratch and three coding robots. The in-depth analysis of the classroom activities shows that the students demonstrated higher levels of mathematical thinking in three different areas: “(i) converting their knowledge of quarter turns to work with metric measures
of 90° turns, (ii) orientation and perspective taking, and, (iii) deducing a repeating pattern to provide a generalised code for making a square” (Miller, 2019, p. 923).

In summary, the studies identified that students shared mathematical ideas regarding geometry (Boyd Harlow & Emerson Leak, 2014) and articulated their mathematical strategies (Castledine & Chalmers, 2011). A correlation between students’ overall academic success and their success in algorithm development was identified by Gülmez and Özdener (2015), as was a significant positive correlation between average programming post-test results and mathematics achievement. There is thus some evidence that programming activities could inform the development of mathematical skills, especially if teachers are made aware of the mathematics content in coding lessons (Miller, 2019).

**Technological knowledge and skills**

Some studies identified that when students programmed robots, they were also able to understand the software program, the different parts of the robot, and the sensors as a technical system. For example, at the beginning of a programming course, a systems approach occurred only occasionally among 11- to 12-year-old students when working on designing and programming robots (Slangen et al., 2011). The students were required to compare a well-functioning robot with one that had three different kinds of bugs. One bug was a gear that was not attached properly, another was an incorrectly-plugged cable, and the third was a software bug. The researchers concluded:

>This analytic approach seemed to work well, since all pairs detected and repaired the bugs. In this problem solving context, pupils successfully identified subsystems or parts and their proper function. (Slangen et al., 2011, p. 459)

Hence, this kind of debugging task fostered an approach in which the students practiced separating different sub-systems. In the same study, students were asked to program a robot from scratch to perform a pre-defined task. They had to analyse the task, make a plan for the work, identify which functions the robot needed, and then construct, program and test the robot. Going through all these steps required students to identify the whole system as well as its subsystems and how different parts were adapted to each other. Even though Slangen et al. (2011) stated that the systems thinking the students developed was largely implicit, they also
concluded that there was a development in how the students talked about construction as a whole:

The ability to ‘see’ properly is no longer attributed to the robot as such, but is related to the position of the sensor in the whole construction. (Slangen et al., 2011, p. 460)

Slangen et al. (2011) claimed that working with light sensors and how they function helped students to reason in terms of input/process/output. From there, the students were better prepared to reason about how the program should be written.

A study in which sixth-grade students worked with LEGO Robotics revealed similar results. The students were required to both construct their own robots and program the robots to solve a task (Castledine & Chalmers, 2011). The students were active in their learning, as they discussed the robot design and construction as well as the software programming, and progressively, as their self-efficacy increased, they began to link the programming to the various sensors and to the robot’s performance.

Students working with robotics use both domain specific problem-solving strategies and domain general strategies (Sullivan & Lin, 2012). The students in this example (11–12 years old) were working on a problem where they were instructed to construct robots by adding, for example, sensors and wheels, so that they could program the robots to follow an angled line on a paper.

Tan et al. (2020) writes that their findings proved that a STEAM (science, technology, engineering, arts, mathematics) integrated approach achieved via Scratch could narrow the gap between male and female technology learning. The findings indicated that the intervention had positive effects on male and female students’ achievement in learning concepts of electricity. This research also provided a new method and an alternate connective framework for learning concepts of electricity via art, and showed that both males and females were able to understand the topic of electricity, which reduced gender biases.

The findings of Hébert and Jenson (2020) demonstrated that students in two distinct learning environments showed measurable increases in their knowledge of coding and circuitry after making an e-textile wearable. Students’ self-reported areas of challenge and where they required the most assistance in making wearables also calls attention to gaps in knowledge around sewing and coding, while student responses that they were not likely to take up making outside of the classroom speak to the need to more
explicitly incorporate making into the curriculum as a means of supporting twenty-first century competency development and learning in STEM.

Similarly, Nugent et al. (2019) used a quasi-experimental, pre–post design with two groups (treatment and control) to measure the impact of a wearable technology intervention on students’ knowledge of circuitry, programming, and engineering design in making a wearable e-textile product. Results indicate that wearable technology integration of engineering, computing, and aesthetics promises to be a good interdisciplinary context for supporting students’ STEM learning and attitudes at the upper elementary level. The wearable technology instruction was found to promote learning of both males and females and under-represented and majority students when compared with a control group. But while self-efficacy of both male and female students was significantly higher than that of the control groups, results showed that males’ confidence exceeded that of females in the areas of programming and circuitry.

In summary, depending on the assignment, it seems as though working with visual programming in the context of robotics can enhance students’ technological systems skills. Programming robots may foster a systems approach, in which the software, the sensors, and the robot have to be seen as components of a larger technological system. Furthermore, through coding in Scratch and wearable e-textiles, understanding of electricity and circuitry could be enhanced both for boys and girls; although it seems that male students gain the most in confidence.

Programming knowledge and skills
Most of the studies included in this literature review showed that students developed their skills in programming through various activities. One of the studies reported inconclusive results, where differences between the participating schools varied largely (Moreno-León et al., 2016). Researchers found that some teachers found it harder to implement the programming activities than others. A few studies reported on differences between different teaching and learning approaches, and the following section will communicate these findings. This sub-theme focuses on how students learn to program and how they learn programming concepts. The results also report on which programming blocks students use in their programming activities, and how well they perform in the implementation.

ScratchJr is a programming environment inspired by Scratch and adapted for younger students, aged 5–7 years. In a study, Portelance et al. (2016) investigated which blocks children in kindergarten, first grade, and
second grade used in their projects after being taught programming for twelve lessons. The blocks in ScratchJr are organised into different categories, depending on their function. The results show that the motion block, with “move right”, was the most frequently used block across all ages. The trigger block, “start on green flag”, was the second most commonly used block and the least commonly chosen block was the control flow block “stop”. Some differences between the age groups were reported. However, the main conclusion was that children were able to use the blocks to create their own projects.

However, Sung et al. (2017) showed that the learning environment is crucial for young learners to develop their understanding of programming concepts. The researchers introduced ScratchJr to kindergarten and first-grade students. However, they concluded that it is most important to expose the students to appropriate learning activities that support computational perspectives and practices before exposing them to digital tools. Moreover, studies indicate that problem-solving–based learning, both individual (Su et al., 2014), and collaborative (Emara et al., 2021), improves students’ programming skills.

Older students were able to make more complex programs when they used graphical programming tools (Louca et al., 2011). However, students who initially learned programming in a text-based programming environment seemed to be able to transfer their knowledge to visual and text-based programming problems (Okita, 2014). Students who initially learned programming in a graphic environment had to work harder to apply their skills in text-based environments, even when they had been trained in text-based programming.

Mouza et al. (2016) investigated the effects of a nine-week after-school program in Scratch for middle-school students. Data was collected using a pre- and post-test design, in which students were asked to match a Scratch script to a computing concept such as loop, conditional, variable, or parallelism. They were also asked to determine the result of executing a script. The findings indicated that there was, overall, significant improvement in students’ knowledge of computing concepts after the course. However, no significant improvement was found in two out of the three questions dealing with the concept of loop. This was explained by the fact that students were not familiar with the language used in one of the questions. When analysing students’ Scratch projects, Mouza et al. (2016) found that the most common block associated with a computing concept was the loop; loops were found in almost 75% of projects. Conditionals were the second most common concept (58%). In more than 85% of the cases where loops and conditionals were used, the code also worked as
intended. Moreover, most of the students showed evidence of appropriate code organisation and documentation. The results indicate that the students both understood and were able to implement computational concepts such as loops, conditionals, data, and parallelism.

Kalelioglu and Gulbahar (2014) showed that students did not improve their problem-solving skills after a five-week program using Scratch. The researchers suggest that the students added new blocks randomly using a trial-and-error approach, or because the teacher told them to do so.

Moreover, the results of Kwon et al. (2012) showed that the students found it easier to both understand and use programming activities that involve an actual robot. The control group used Scratch and solved problems by moving a virtual robot on the screen.

In their study, Sullivan and Bers (2016b) investigated children’s programming knowledge after attending an eight-week robotics course. The children were of different ages, ranging from pre-kindergarten to second grade. The children in kindergarten, and the first and second graders all performed equally well on all the tasks. However, the children demonstrated a variety of mistakes as they were solving the tasks. Some mistakes were syntactical in character; which is to say that the children had made logical programming errors that rendered the programs dysfunctional for a real robot. Other mistakes were story-related, which means that the sequence did not match the intended actions of the robot. Overall, however, the children performed better on sequencing tasks than repeat loop or conditional statement tasks.

In another study conducted by the same researchers, similar results were found for the same programming curriculum (Sullivan & Bers, 2016a). In this study, the authors also reported on the absence of any statistical gender differences when it came to the simplest tasks. However, in the more advanced programming tasks, such as using repeated loops with numbers or sensors, boys performed significantly better than girls.

In a quasi-experimental study, Sáez-López et al. (2016) investigated the effect of an intervention using design-based research. The study was conducted with sixth graders in five different schools and the sample consisted of 107 students. The results showed a significant improvement from pre- to post-test in students’ ability to understand programming concepts, after an active pedagogical intervention using a visual programming language. The test assessed students’ understanding of different computational concepts, and the use of different commands and visual blocks. Important concepts were sequences, loops, conditional
statements, parallel execution, coordination, event handling, and keyboard input (Sáez-López et al., 2016).

In summary, the reviewed studies show that students learn to operationalise computing concepts with visual software through different interventions (e.g. Sáez-López et al., 2016). However, students, at least when it comes to younger students, found it easier to build sequences than to use more complex functions such as loops and conditionals, although the latter were also commonly employed (Sullivan & Bers, 2016b). Sung et al. (2017) also pointed out the importance of the learning environment as a precondition for students in learning programming. Moreover, several studies showed improvements from interventions, but programming concepts such as sequences, loops, conditional statements, parallel execution, etc. were still challenging for students to learn, especially conditionals (Mouza et al., 2016; Sáez-López et al., 2016; Sullivan & Bers, 2016b). Boys performed better at the more advanced programming tasks, although this was only reported by one study (Sullivan & Bers, 2016a).

Discussion

The research question in this study is: What do students potentially learn in terms of subject-specific knowledge and skills in STEM subjects when working with visual programming, according to the reviewed studies? Three main themes emerged from the review of the included studies: mathematical knowledge and skills, technological knowledge and skills, and programming knowledge and skills.

In line with Scherer et al. (2018), we could also see improvement on STEM-related mathematical skills. When it comes to the more subject-specific competencies, this review references several studies that suggest various ways in which mathematical competencies and self-efficacy might be enhanced by visual programming. However, in regard to chemistry, physics, and biology education, none of the included studies point to any benefits of visual programming on learning; even though STEM was one of our inclusion criteria. This contrasts with an earlier review on the effects of robotics on STEM learning. Sullivan and Heffernan’s review focused on how robotic construction kits function as computational manipulatives. Their findings, although limited, indicated that robots may help students develop their scientific literacy, improve conceptual understanding of physics concepts related to forces and motion, and help in modelling biological systems (Sullivan & Heffernan, 2016).
There were a couple of studies (Castledine & Chalmers, 2011; Slangen et al., 2011) performed in a technology education context. One of these indicated a development in students’ systems thinking in terms of seeing how a system is made up of components and subsystems that relate to each other; the students could also analyse the system in terms of model input–process–output (Slangen, et al., 2011). Visual programming thus helped these students acquire advanced systems thinking skills for their age (cf. Hallström & Klasander, 2017).

Earlier reviews in STEM learning and programming have focused on specific skills, rather than on subject specific improvement. By breaking down computational thinking into several narrower and more well-defined skillsets, it may be possible to determine the effects of programming on CT. Our results show some similarities with Scherer et al. (2018), in that we saw an effect of learning to program on programming skills, although the far-transfer effects we saw were less clear, especially for low achievers. We could see some positive effects on problem-solving strategies and capabilities, although overall the results were inconclusive, and in terms of abstract and logical thinking there was no observable effect. The latter could be compared to what Scherer et al. (2018) labelled “reasoning”, which had a less than moderate effect.

The findings of this review regarding students’ learning of programming skills are similar to a British study by Straw et al. (2017). They evaluated so-called “Code Clubs” in the UK, and more precisely what impact attending such a club might have on children’s computational thinking, programming skills, and attitudes toward computers and coding more generally. They concluded that attending Code Club for a year did not impact upon children’s computational thinking—determined by having the children take a test about simple programming (e.g., giving proper instructions), problem solving and logical thinking—beyond changes that would have happened anyway; that is, compared to a control group. Mixed results like these were also seen in studies during the 1980s in the wake of LOGO. In fact, it seems that inconclusive results persist, regardless of the definition of CT, as long as CT is defined in rather general terms (e.g. Voogt et al., 2015).

However, if we focus on more narrowly-defined programming knowledge and skills, there were some reported effects in the reviewed studies. Students can learn to operationalise computing concepts with visual software through different interventions; especially simpler sequential operations as opposed to conditionals which were more difficult to learn, especially for girls (Sullivan & Bers, 2016a).
Conclusion

The introduction of computational thinking through visual programming in schools all over the world is a very significant development that will affect school systems for years to come. Because of this, it is imperative that this introduction is based on solid research, but so far there have been few studies and few clear-cut results. One reason for the inconclusiveness of prior research may be the fuzziness and multiple definitions of the concept of computational thinking, but the inconclusiveness seems to remain, regardless of definition. However, in this literature review, we focus on skills and knowledge in STEM subjects. We conclude this chapter by summarising our main findings:

Visual programming for learning in STEM subjects is limited to mathematical, technological, and programming knowledge and skills. This means that studies focusing on the scientific subjects such as biology, physics, and chemistry have not been found in this literature review.

Engaging in visual programming can nonetheless likely help develop skills in all the aforementioned subjects. For mathematics, it seems important that teachers are aware that programming activities include mathematic components (Dickes et al., 2020; Miller, 2019). Even if it could be challenging for students and teachers to introduce new programming literacies into a mathematical context (Dickes et al., 2020), several studies indicate that it does lead to more conversations about mathematics among students (Boyd Harlow & Emerson Leak, 2014).

Moreover, working with robotics and to programming robots seems to reinforce important technological knowledge and skills; such as, for example, technological systems thinking (Slangen et al., 2011), and circuitry, programming, and engineering design, especially in the context of the relatively new area of e-textiles (Hébert & Jenson, 2020; Nugent et al., 2019).

To conclude, it seems as if visual programming could work as a methodical glue for STEM subjects. By introducing visual programming in elementary school, our results indicate that mathematics, technological and engineering knowledge and skills, and basic programming knowledge and skills, are practised and reinforced. However, teachers need to be aware of which competences are at play in specific teaching and learning modules, in order to best support students’ learning.

Limitations
There are some potential limitations to our selection of research articles in our review. First, the search algorithms of ERIC and Google Scholar are not entirely transparent, so the search results would probably have been slightly different had we made small changes in the Boolean search strings, or in the keywords. As a matter of fact, we once received slightly different results with the same search string on a certain day, compared to the day before. Because of this slight discrepancy, we also validated the selected studies at a research seminar with experts from STEM, ICT, and programming education. The final 25 studies were deemed a reasonable outcome of our searches and the application of the inclusion criteria. Secondly, there are other selection methods that we did not utilise; for example, snowball selection from reading lists of references in previous studies. The selected previous studies for this review might have been different had we used one or other of these methods, but we believe that the difference would have been small, given the previously-mentioned external validation (e.g. Robson, 2002). Thirdly, there is also a limitation related to the results of the included studies; namely, that not all of them are entirely transparent in regard to research design and methodology (see Table 1). It is thus sometimes difficult to compare them due, for example, to low transparency regarding what kinds of questions were asked, or how certain interventions were carried out, in more detail.
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<thead>
<tr>
<th>Article</th>
<th>Aim/topic</th>
<th>Sample</th>
<th>Programming language/software</th>
<th>Study design and data collection</th>
<th>Major findings</th>
</tr>
</thead>
<tbody>
<tr>
<td>Boyd Harlow and Emerson Leak (2014)</td>
<td>How can collective idea and skill development be mapped and what classroom interactions lead to skill development and innovation?</td>
<td>20 third-grade students, 8–9 years old, and their teacher</td>
<td>TurtleArt—tool for teaching geometry</td>
<td>Qualitative. Data was collected over one school year. Participant observers, video recordings, two video cameras. Observable ideas (memes) were used as the tracer unit in the analysis.</td>
<td>Programming activities made students share ideas with each other concerning programming and mathematics. Ideas on how to program something more effectively were most often prompted by questions from the teacher. Ideas that led to using commands to obtain new outputs were prompted by questions or comments from students.</td>
</tr>
<tr>
<td>Castledine and Chalmers (2011)</td>
<td>Are LEGO robotics an effective problem-solving tool? Investigate problem-solving strategies students are engaged in.</td>
<td>23 grade 6 students</td>
<td>LEGO Mindstorms software program</td>
<td>Qualitative. Two weeks of daily one-hour lessons. Two problems for the students to solve—The Race and The Maze. Observation of student problem-solving discussions, and collection of student questionnaire and software programs.</td>
<td>Results indicate that student efficacy seems to play an important role when it comes to their willingness to seek their own solutions in programming issues. As efficacy increased, the students searched more actively for solutions to their problems. However, students were not able to discuss the actual problem-solving skills they used during the activities.</td>
</tr>
<tr>
<td>Dickes, Voss Farris, and Sengupta (2020)</td>
<td>How classroom teachers’ actions and interactions with an agent-based programming tool impacted how computing was adopted and integrated into existing classroom practice. RQs: 1. How did the teacher’s emphasis on mathematising and measurement support the development of sociomathematical norms around model ‘goodness’, and how were those norms</td>
<td>15 third grade students, of which eight were female and seven male. The classroom teacher, Emma, was a first-year teacher in the school district.</td>
<td>VI MAP; an agent-based, visual programming language that uses the NetLogo modelling platform as its simulation engine</td>
<td>A design-based, microgenetic study in which an agent-based programming and computational modelling platform—VI MAP—was integrated with existing elementary science and math curricula through lessons co-designed and taught by the classroom teacher across a period of seven months. A dialogical re-positioning of coding is utilised, where disciplinarily grounded meanings of code emerge through the construction of computational utterances—i.e., computer models and complementary conversations and physical models that serve as mathematical and scientific explanations—through the use of socio-mathematical norms.</td>
<td>One finding that emerged is that curricular integration of computing in K–12 STEM contexts is a complex and challenging endeavour for both teachers and students that involves the introduction and adoption of new literacies (e.g., programming) alongside disciplinary ideas that students already find challenging to understand. The classroom teacher’s emphasis on mathematising and measurement is suggested to be key in learning activities that help to meaningfully integrate programming as an integral component of STEM work in the classroom in a manner that also helped her connect two new literacies—computational thinking and modelling—with her regular mathematics and science curricular needs. The</td>
</tr>
<tr>
<td>Emara, Hutchins, Grover, Snyder, and Biswas (2021)</td>
<td>RQ1: what is the nature of collaborative problem solving (CPS) regulation activated by students when they work in groups on three different types of physics modelling tasks?</td>
<td>14 9th grade students, mean age 15 years, attending a selective program designed to immerse high school students in advanced academic experiences in a university setting.</td>
<td>Students' visual and verbal behaviour were recorded using a screen-capture software that recorded activities on the screen, video, and audio. Qualitative data analysis—multimodal analytics that combined student discourse and activity data from the computer-based model building environment.</td>
<td>Student CPS strategies evolved over time; e.g., use of more systematic model-building action sequences. Students use more persuasive and explanatory words such as “because” when they engage in more open-ended challenge tasks. However, the study does not contribute on students’ learning of CT or STEM in detail.</td>
<td></td>
</tr>
<tr>
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<td>-----------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------------</td>
<td></td>
</tr>
<tr>
<td>Gülmez and Özdener (2015)</td>
<td>The purpose was to compare narrative tools with flowchart model tools, in terms of student success and motivation. Determine the effect of academic success on success in developing algorithms.</td>
<td>84 students who had taken programming education in elementary school. Participants ranging in age from 12 to 14. The students were novice programmers.</td>
<td>Scratch (Exp group 2) and Fcpro tool (Exp group 1). Fcpro is a flow chart model tool ensuring the creation of an algorithm by bringing the codes through the drag-and-drop method.</td>
<td>Quantitative. One of the groups (Exp group 1) used the flowchart model tool and the other (Exp group 2) used the narrative tool. The student groups were exposed to the tools for eight weeks. A pre-test was conducted to determine whether the groups were equal. At the end of applications, two post tests were used to compare the effects of the two visualisation tools on algorithm development success. A motivation test was conducted before and after the intervention. There was no significant difference in students using flowchart model tools compared with students using narrative tools (Scratch) in terms of their success on the use of variables. There was a significant difference in favour of students using narrative tools on the use of both conditions and loop expressions. There was no difference in terms of the two groups’ motivation. There was a positive significant correlation between the post-test averages and academic achievements in English course, and there was a positive significant correlation at a medium level in Turkish, maths and information technologies courses. Achievements in information technologies, maths, Turkish, and English, have a positive significant correlation at a medium level with the algorithm development achievement.</td>
<td></td>
</tr>
<tr>
<td>Hébert and Jenson (2020)</td>
<td>Examining student learning through a making project, focused on the construction of e-textiles—in this case, wearable hats—run as part of a series of after school workshops and as an in-class unit in a school in Ontario, Canada. We asked: through participation in this making unit, what can we report that students learned about coding and circuitry? What elements of making did students struggle with and</td>
<td>18 students from grades 6, 7, and 8 took part in the after-school workshops, 10 who identified as male and 8 as female. For the in-class portion of the project, participants consisted of 18 grade 6 students, 10 who identified as male, 8 as female.</td>
<td>LilyPad Arduino</td>
<td>This study examined student learning through a making project and the construction of e-textiles—wearable hats—in a unit delivered in both a series of after-school workshops and as in-class lessons in a school in Ontario, Canada. The workshops took place after school, over 12 sessions, each two hours in length. Groups were divided by gender. There were 10 in-school sessions. A pre-test on programming and electronics was taken by students prior to the making intervention, and a post-test was conducted afterwards. Students were also interviewed at the end of the project about their past experience making wearables, coding, and sewing, and what they learned through the process of participating in the unit. Altogether, 15 students were interviewed.</td>
<td>Findings demonstrated that students in two distinct learning environments showed measurable increases in their knowledge of coding and circuitry after making an e-textile wearable. Students’ self-reported areas of challenge and where they required the most assistance in making wearables also calls attention to gaps in knowledge around sewing and coding, while student responses that they were not likely to take up making outside of the classroom speak to the need to more explicitly incorporate making into the curriculum as a means of supporting twenty-first century competency development and learning in STEM.</td>
</tr>
<tr>
<td>Author(s)</td>
<td>Methodology</td>
<td>Participants</td>
<td>Tools/Activities</td>
<td>Data Collection</td>
<td>Findings</td>
</tr>
<tr>
<td>-----------</td>
<td>-------------</td>
<td>--------------</td>
<td>-----------------</td>
<td>----------------</td>
<td>----------</td>
</tr>
<tr>
<td>Kalelioğlu (2015)</td>
<td>Qualitative/quantitative. The course was taught for one hour per week over a period of five weeks. Reflective Thinking Skill Scale Towards Problem Solving: questioning, reasoning, and evaluation. Focus group structured interviews were performed after completion of the five weeks.</td>
<td>32 primary students in grade 4 (10 years old) attending a computer course at a private school in Turkey. 17 females and 15 males.</td>
<td>code.org</td>
<td>Generally, there were no differences between pre- and post-test results concerning students' reflective thinking skills towards problem solving. However, there was a slight increase in female students' such skills. Students performed higher (tried to complete more levels) than in their normal classroom activities, and females performed slightly better than males. The students enjoyed programming with code.org and found it to be easy, and many said that they wanted to learn more about programming.</td>
<td></td>
</tr>
<tr>
<td>Kalelioğlu and Gülbahar (2014)</td>
<td>Qualitative/quantitative. One hour per week over a period of five weeks, to write the programs at school (Hello World, Parrot, Aquarium programs and Maze project). Problem Solving Inventory—self-perception levels about their problem-solving skills. 24 items with three factors: 12 items for self-confidence in their problem-solving ability, 7 items for self-control, and 5 items for avoidance.</td>
<td>49 primary school students (5th grade) who were attending a computer course at a private school.</td>
<td>Scratch</td>
<td>There was no difference between the pre- and post-test results regarding students’ problem-solving skills. To solve their problems, the students asked the teacher or a peer. Students solved problems e.g., by adding new items to the programs or by doing what the teacher told them to do. The complexity of long blocks and the absence of special effects were mentioned as non-favourite aspects of the applications. All students stated that they liked programming, that they wanted to improve themselves in programming and that they wanted to create larger, more difficult 3D games.</td>
<td></td>
</tr>
<tr>
<td>Kim, Park, and Tjoe (2021)</td>
<td>The study involved 24 elementary school students (four 4th graders and 20 5th graders, nine males and 15 females). The 24 students who enrolled in this two-week STEM summer school program participated in the current study voluntarily. Students’ participation was part of the two-week, three-hours-per-day STEM summer school program that was led by two mathematics education faculty (the first and second authors) and four preservice elementary teachers, and was Sphero SPRK+, Sphero Edu app</td>
<td>Students in the present study discovered the concepts of special angle pairs in geometry—namely, complementary, and supplementary angles—as they learned to navigate the immediate feedback from the robot Sphero SPRK+ into a trial-and-error mathematics problem-solving process. Students’ experiences in these three coding activities revealed, to a certain extent, that engaging in reflective play</td>
<td>The 24 students who enrolled in this two-week STEM summer school program participated in the current study voluntarily. Students’ participation was part of the two-week, three-hours-per-day STEM summer school program that was led by two mathematics education faculty (the first and second authors) and four preservice elementary teachers, and was</td>
<td>Students in the present study discovered the concepts of special angle pairs in geometry—namely, complementary, and supplementary angles—as they learned to navigate the immediate feedback from the robot Sphero SPRK+ into a trial-and-error mathematics problem-solving process. Students’ experiences in these three coding activities revealed, to a certain extent, that engaging in reflective play</td>
<td></td>
</tr>
</tbody>
</table>

Kalelioğlu (2015) Investigates, at a macro level, the effect of teaching code.org site on reflective thinking skills towards problem solving, and whether there is a gender difference.

Kalelioğlu and Gülbahar (2014) This study tried to explore the effectiveness of using Scratch in the process of teaching children programming in terms of contribution to problem solving skills.

Kim, Park, and Tjoe (2021) The study aims, through a set of three robotics-coding activities and by building on students’ prior geometric knowledge of measures of single angles (specifically, acute, right, obtuse, and straight angles), to introduce
elementary school students to the concepts of special angle pairs in geometry (namely, complementary and supplementary angles). To what extent would robotic coding activities interact with mathematical problem solving and critical thinking skills in the process of the development of new mathematical concepts in measures of complementary and supplementary angles at the elementary school level?

<p>| Kwon, Kim, Shim, and Lee (2012) | Develop a programming tool through which students are able to experience procedural programming intuitively. It proposes a tool, Algorithmic Bricks | 1st-grade elementary school students. 10 participants in an experimental group (A-Bricks), 14 in a control group (Scratch). | Quantitative. Five weeks of 10 sessions, each designed to last about 60 minutes. The experimental group (A-brick) used an actual robot to solve problems whereas the control group using Scratch solved problems by moving a virtual robot on the screen. Data 1) Pre survey of student logical thinking ability; 2) Post-test of convenience, understanding, and enjoyment; 3) Usability count of error occurrence; 4) Robot programming task. | The Scratch group asked more for help than the A-Bricks group and the A-bricks group rated understandability and usability higher than the Scratch group. Both groups enjoyed the programming activity. The Scratch group’s problems appeared at level 3, while in the A-Bricks group’s problems appeared at level 7. |</p>
<table>
<thead>
<tr>
<th>Authors</th>
<th>Title</th>
<th>Participants</th>
<th>Methodology</th>
<th>Findings</th>
</tr>
</thead>
<tbody>
<tr>
<td>Louca, Zacharia, Michael, and Constantinou (2011)</td>
<td>The development of a framework for analysing and evaluating student-constructed models of physical phenomena through the use of computer-based programming.</td>
<td>Two classes of sixth-graders, 20 in each. Microworlds Logo (MW) - textual programming tool (TPT) and Stagecast Creator (SC) - graphical programming tool (GPT)</td>
<td>Qualitative/quantitative. The students of each class met once a week for 80 minutes, for a total of 7 months and always worked in pairs. In class 1, students used SC programming tool for developing computer-based models of the phenomenon studied, whereas in class 2, students used MW programming.</td>
<td>On a weekly basis, all the models that the students from each class (SC and MW) developed were collected, in total 220 models all versions included. In this study, only initial and final versions, which accounted for 80 model versions per condition. The SC group (graphical programming tool) were able to make programs that were more complex.</td>
</tr>
<tr>
<td>Miller (2019)</td>
<td>How mathematical patterns and structures can be promoted through engagement with coding.</td>
<td>132 students aged 7-8 years old; N =40 students in an experimental group; the rest constitutes the control group.</td>
<td>Scratch, coding robots (not defined)</td>
<td>Intervention-design. Pre- and post-tests, analysis of video data from the lessons.</td>
</tr>
<tr>
<td>Moreno-León, Robles, and Román-González (2016)</td>
<td>Whether the use of programming with Scratch as an educational tool accelerates the learning curve, in terms of academic performance.</td>
<td>Three different schools, two 6th grade classes and one 2nd grade. In total three teachers and 129 students.</td>
<td>Scratch</td>
<td>Qualitative/quantitative. The participating teachers received a four-week training course in how to use Scratch as an educational tool. They then divided their classes into a control group and an experimental group, in a quasi-experimental design. Teachers designed a pre-test. The control group worked the unit without programming, while the experimental group included programming activities in Scratch. After at least four weeks of classes, a post test was taken.</td>
</tr>
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<td>Technology</td>
<td>Findings</td>
</tr>
<tr>
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</tr>
<tr>
<td>Mouza, Marzocchi, Pan, and Pollock (2016)</td>
<td>How can equitable CS pedagogical practices be applied in after-school programs for middle school students? Does participation impact middle school learning of CS concepts, computational practices and attitudes?</td>
<td>Four CS undergraduates in their junior or senior year, partnered with a middle school teacher, to implement an after-school program for 52 students, 30 boys and 22 girls.</td>
<td>Scratch</td>
<td>Qualitative/quantitative. 9-week after-school CS program. 9 sessions, 90 minutes per session. Two groups - Group A, which had no prior experience of Scratch, and group B which included several students who had some prior experience with Scratch through introductory lessons in a similar program. Data a) observations of after-school program meetings; b) CS undergraduates' entries on their field experience; c) pre/post-tests of middle school students' learning of CS concepts, and attitudes and motivation; d) Scratch programs developed by students.</td>
</tr>
<tr>
<td>Nugent, Barker, Lester, Grandgenett, and Valentine, (2019)</td>
<td>What is the impact of the WearTec intervention on students' (a) knowledge of circuitry, programming, and engineering design and (b) self-efficacy in making an e-textile product? Are there differential effects for minorities and women?</td>
<td>1426 upper elementary students (808 treatment and 618 control) from 29 schools within a Midwestern state.</td>
<td>LilyPad Arduino</td>
<td>Quasi-experimental design with WearTec intervention in formal/informal learning environments on e-textiles, sewing, circuitry, microcontrollers and programming. Identical pre and post instruments were administered to students in both the treatment and control groups at baseline and following completion of the WearTec activities. The instruments included an assessment of wearable technologies self-efficacy and knowledge (circuitry, engineering design, and computer programming).</td>
</tr>
<tr>
<td>Okita (2014)</td>
<td>Does initial knowledge building matter to the output carried out by an external source (i.e., robot or another human)?; (2) Does initial learning in specific environments</td>
<td>41 students: 26 in fifth grade and 15 in sixth grade between the ages of 9 to 11. No prior experience with LEGO Mindstorms NXT 2.0 and NXT-G software and ROBOTC. Physical platform:</td>
<td>LEGO Mindstorms NXT 2.0 and NXT-G software and ROBOTC.</td>
<td>Quantitative. Students in the high-transparency group learned to control robots using visual programming. Low-transparency group learned to control robots using syntactic programming. Learning phase 1: days 1–5, learning phase 2: days 6–10. 1 hour session for 10 days.</td>
</tr>
<tr>
<td>Study Authors</td>
<td>Research Question</td>
<td>Participants</td>
<td>Methodology</td>
<td>Findings</td>
</tr>
<tr>
<td>---------------</td>
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<td>--------------</td>
<td>-------------</td>
<td>----------</td>
</tr>
<tr>
<td>Portelance, Strawhacker, and Bers (2016)</td>
<td>Which ScratchJr programming blocks do young children choose to use after a tailored programming curriculum?</td>
<td>62 students: 21 students in kindergarten, 17 1st graders, 24 2nd graders</td>
<td>ScratchJr (Quantitative)</td>
<td>The students were dedicated to moving the character around the screen and hence the students used the Motion blocks most frequently.</td>
</tr>
<tr>
<td>Sáez-López, Román-González, and Vázquez-Cano (2016)</td>
<td>The main objective of the study is to analyse the benefits and possibilities of coding with a Visual Programming Language through projects and activities in primary education.</td>
<td>107 primary school students from grade 6 in five schools in Spain. 60.7% girls, 39.3% boys. Control group with 32 students.</td>
<td>Scratch (Quantitative)</td>
<td>The implemented program improved students' ability to understand programming concepts and logic. The students were enthusiastic, motivated, and happy to work with the approach. Understanding of computational concepts, an active approach through project-based learning, usefulness, motivation, and commitment underscore the importance of implementing visual programming through active methodologies in primary education.</td>
</tr>
<tr>
<td>Slangen, van Keulen, and Gravemeijer (2011)</td>
<td>What (key) concepts do pupils use to describe their knowledge, experiences and understanding of robotics? How does the pupils' conceptual understanding of robotics develop.</td>
<td>Six pairs of 11-12 years, last year of elementary. Three pairs were investigated during the whole trajectory.</td>
<td>LEGO Mindstorms NXT robots (Qualitative)</td>
<td>At the beginning of the program, the students only used the 'move' blocks to create Reasoning-Acting programs. However, they developed their ability to see the systems as wholes as well as different subsystems along the experiment. Designing, constructing and programming a robot forced the students to relate the subsystems (e.g., the position of the sensor) to the whole construction. Most pupils quickly became familiar with the programming language.</td>
</tr>
</tbody>
</table>
However, two or more synchronous actions appeared to be difficult, and they fell back to Reasoning-Acting loop thinking. Complex conditional reasoning (if... then...) were replaced with unconditional sequencing (first do this, then do that, do it for 10 seconds, etc.) of actions. The robot seemed to work as physical modelling which helped students to reason about how the robot should be programmed.

| Su, Yang, Hwang, Huang, and Tern (2014) | Explore the effects of instructional tools (the ASP tool and the traditional tool) and programming instructional modes on Scratch programming performance. | 135 sixth-graders (66 boys and 69 girls) mean age of 12 years old from four classes in Taiwan. | Scratch | Quasi-experimental: 6-week Scratch programming class. ASP-tool supported problem-solving instruction class, the ASP-tool-supported traditional instruction class, the traditional tool supported problem-solving instruction class, the traditional tool-supported traditional instruction class. Pre-test—prior knowledge test, and survey of prior computer backgrounds. Post-test—programming achievement test. | Students in the problem-solving-based teaching mode performed better than students in the traditional teaching mode did. In the traditional teaching mode, students' performance was not affected by the tool support. Students who received ASP tool support in conjunction with a problem-solving-based teaching approach performed significantly better than the other groups. |
| Sullivan and Bers (2016a) | Examination of young children’s attitudes and ideas about technology and engineering products and performance on robotics and programming tasks. | 18 K, 16 1st grade, 11 2nd grade | KIWI robotics | Quantitative. Participating children completed an eight-week robotics and programming curriculum in their classroom taught by research assistants from a university. Lessons were taught once a week and lasted ca. 1 hour. Pre- and post-test design. | Two tasks were carried out, “The Robot Parts Task” and the “Solve-Its tasks”. In the simplest tasks, there was no statistically significant difference between grades, gender or the interaction between grades and gender. However, in the harder tasks, the boys’ mean score was significantly higher than the girls’ were. |
| Sullivan and Bers (2016b) | Evaluating a curriculum on robotics and its effects on basic robotics and programming skills | 15 pre-K, 18 K, 16 1st grade, 11 2nd grade | KIWI (Kids Invent With Imagination) robotics | Quantitative. Over the course of 8 weeks, four classrooms completed an introductory robotics and programming curriculum taught by research assistants. Lessons were taught once a week and lasted ca. 1 h. | All students performed better for Sequencing tasks than for Repeat Loop and Conditional Statements Tasks. The mistakes they made were of different types; some were syntactical (logical programming errors), and others were story related (program made syntactical sense but did not match the sequence of the story). There was a statistically significant difference between different grades for the hard sequencing tasks, where older students performed better. |
| Sullivan and Lin (2012) | Examine the relationship of middle school students’ perceptions of the ideal science student to their problem-solving activity and conceptual understanding in robotics. | Twenty-six 11- and 12-year-olds (22 boys) attending summer camp for academically advanced students. | LEGO Mindstorms robotics kit & Robolab software. | Videotaped activities from a summer camp for academically advanced 11- and 12-years old students were analysed. The students were working on a problem in which they should complete individually the construction of a robot by adding sensors, wheels, and structural support. Then, they were asked to write a program that caused the robot to follow an angled black line on a paper track. | Five different domain specific problem-solving strategies used by the students were identified by the researchers, as well as four domain general strategies. The results also showed that students with a process-oriented view of being an ideal science student, for instance, being interested and motivated, were more likely to use domain specific strategies than students with a traits-based view of being an ideal science student; for example, being intelligent. |
| Sung, Ahn, and Black (2017) | The study investigates the effects of embodied activity and computational perspective-taking practice integrated in mathematics learning. | 66 kindergarten and first-grade students enrolled in an after-school coding program | Scratch Jr. | Intervention with controlled randomised groups, pre- and post- and delayed tests to measure learning outcome. | One conclusion from the study is the importance of the activities the students perform, rather than relying solely on the use of programming software. Designing a learning environment that promotes explicit thinking processes is the key in deciding how to introduce programming. It is more powerful to prepare students in appropriate learning activities that support computational perspectives and practices and then expose them to digital tools. |
| Tan, Samsudin, Ismail, and Ahmad, 2020 | The main aim of the presented research was to examine the interaction between student’s gender and achievements in learning concepts of electricity via STEAM integrated approach utilising Scratch. | 59 lower-secondary school students in Malaysia; 30 females and 29 males. | Scratch | Quasi-experimental design engaging male and female group were used in this research with the intention of studying the gender differences in learning concepts of electricity achievement. For both groups, the lessons on the electricity were taught using the STEAM integrated approach by using Scratch. A pre-test (Electricity Achievement Test, EAT) was carried out before the intervention to both groups. After the pre-test, they were given the intervention for two months from October to November. The intervention was carried out by using two lessons over one (1) week in three (3) months. Each lesson lasted for 90 minutes. Both groups underwent the | The findings proved that the STEAM integrated approach achievable via Scratch could narrow the gap between male and female in learning concepts of electricity. The findings of ANCOVA indicated that the intervention had similar positive effects on male and female students’ achievement in learning concepts of electricity. This research also provided a new method and an alternate connective framework for learning concepts of electricity via art, and showed that both males and females were able to understand the topic of electricity, which reduced gender biases and disparity in the field of science. |
same intervention, and the differences were the gender of the groups and taught by two different science teachers with a similar background in terms of qualification and years of teaching experience. Both groups of students were instructed with the STEAM integrated approach using Scratch. After the lessons, the students were required to design the games and animated stories based on the electricity topic by using Scratch. Also, a post-test was carried out to both groups after the intervention. The objective of the post-test was to identify the effect of the teaching approach in increasing students’ learning concepts of electricity achievement.
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