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Chapter 1

Introduction

1.1 Background

Testing is one of the most important actions to ensure the quality within the development of software for vehicle controllers. As the number of controllers in a vehicle just increases and the software constantly is getting more complex, automatically testing is essential.

In a modern motor vehicle, more than 85% of the functionality is controlled by software. Moreover, project schedules are getting shorter and the pressure on software development increases [1]. This means, more software has to be tested in a shorter time. With these conditions, an effective and reliable testing process is of great importance.

Today a lot of tests are implemented and evaluated by hand. The expectation on automatic or partly automatic tests are that they could increase the quality of the software even more and make the testing process simpler and faster.

1.2 Problem Description

At ZF Friedrichshafen AG, in the following referred to as ZF, a new software testing tool which systematically simulates a co-simulation of an environment and an application-software model shall be evaluated. The aim is to gain experience with the tool environment, analyse for which system configurations the procedure is purposeful and what kind of faults can be found.

1.3 Purpose

ZF is interested in new testing methods, which can make the testing process at ZF more efficient, more reliable and ensure a higher quality of the software compared to the testing methods that are used today.
1.4 Goal

The goal with this thesis is to be able to make a conclusion whether this new software testing tool could be useful for the software testing process within ZF and in that case how the tool should be used.

1.5 Thesis Outline

After the introduction with the background of the problem and the problem formulation in Chapter 1, an introduction to software testing is given in Chapter 2. Chapter 3 gives an overview of the test environment and describes the considered testing method. Further, Chapter 4 describes two examples studied to evaluate the tool and in Chapter 5, the implemented tests and their results are presented. Finally, in Chapter 6, the conclusions of this master thesis are presented.
Chapter 2

Software Testing

In this chapter, an introduction to software testing is given. In Section 2.1, the software development process and the corresponding test process are described. An overview of different standards used during the development process is given as well. The different test phases in the test process are described more in detail in Section 2.2. In Section 2.3, an overview of different testing methods is given. A more detailed description of different black-box testing techniques follows in Section 2.4. Lastly, a white-box testing technique is presented in Section 2.5.

2.1 Software Development

The software development process can be described by the V-model shown in Figure 2.1.

![V-model diagram](image)

Figure 2.1. The V-model is a commonly used way to describe the software development process.

The descending left-hand arm of the V shows how the task is divided into smaller and smaller parts. On the top are the requirements from the customer and the lowest level is the implementation of the actual software. The ascending right-
hand of the V shows how, step by step, the project is tested. First single modules, then integrated groups of modules (components) and finally the whole system. The model also describes the connection between each level of the requirements and its corresponding test phase [19].

Standards

Various standards have a very important role in the software development. There exist many different types of standards, on the one hand there are various process standards and on the other hand there are different product standards. Standards conveys the uniformity of processes and products and are an important tool for the successful planning of processes, raised quality, lower costs and shorter development time (time to market). Process standards involve evaluation, improvement and determination of the capability of the process. Product standards are for example industry-specific standards regarding safety issues [18].

The comprehensive process standard used within ZF for the software development is Automotive SPICE (Software Process Improvement and Capability Determination) which is a variant of the standard SPICE adjusted for the automotive industry. SPICE is also known as the ISO/IEC 15504 [6] standard where ISO is the International Organization for Standardization and IEC the International Electrotechnical Commission. Automotive SPICE consists of two components: the process reference model (PRM) and the process assessment model (PAM). PRM mainly consists of general explanations of the model and descriptions of single processes and their purposes and outcomes [9, 8]. PAM is an elaboration of PRM and consists of categorisations of the processes from the PRM but also assessment of the processes. The processes are divided into groups depending on when in the life cycle they are performed and what type of activity they address. For example there are processes used when a supplier delivers products to a customer and organisational processes that help the organisation to reach its business goals. Further, each process is assigned an assessment level describing the capability to perform that certain process. There are six different levels from incomplete processes that are not implemented over established processes to optimizing processes [14, 7].

Another widespread process model is CMMI (Capability Maturity Model Integration) [10]. Automotive SPICE focuses much on the software whereas the practices in CMMI are formulated more generally and therefore applicable on many application domains.

An important safety standard which is used in the software development process at ZF is IEC 61508: Functional safety of electrical/electronic/programmable electronic safety-related systems. This standard describes how to classify systems in different “Safety Integrity Levels” (SIL) based on the probability that a potential hazardous state occurs. It also contains detailed directions which methods and documents that should be used for the different SIL [14].

There exist several other standards within ZF as well. These are for instance MISRA (Motor Industry Software Reliability Association) which is guidelines for the use of the C language in critical systems [9], ZF intern standards and standards of the customers.
2.2 Test Levels

As described in the V-model, see Section 2.1, it is common to divide the test process into the following four test phases: unit testing, integration testing, system testing and acceptance testing.

To illustrate the different levels, the software for an automatic transmission control unit will be studied as an example. The main functionality of this control unit is to control the gear changes. Thereby, the software consists of different units for different tasks, see Figure 2.2. Amongst others, there are pressure controllers for controlling the pressure for different actuators which control the clutches to shift gears. Further, there also exist units for the CAN (Controller Area Network) communication. The communication with other control units takes place by sending messages over CAN.

| Transmission Control Unit
<table>
<thead>
<tr>
<th>Software</th>
</tr>
</thead>
<tbody>
<tr>
<td>· Pressure Controller</td>
</tr>
<tr>
<td>· CAN Communication</td>
</tr>
<tr>
<td>· ...</td>
</tr>
</tbody>
</table>

Figure 2.2. The software of a transmission control unit consists of several units, for example pressure controller and CAN communication.

2.2.1 Unit Testing

Unit testing is also called module testing and refers to the testing of single units or modules [17]. The units should be isolated as far as possible and the aim with the tests is to test the basic functionality defined in, for example, the requirement specification [19]. Due to the isolation, found errors can be directly connected to the current unit. It is also desirable to test the robustness, for example the error handling, since the module will be integrated with several other modules. Typical faults that are found at this level are for instance calculational errors or missing or incorrect program paths [17].

For the example in Figure 2.2, unit tests would be tests of the pressure controller separately.

2.2.2 Integration Testing

The next level in the test process is the integration testing where several modules are tested together as a component [19]. The objectives of the tests are the interfacing, integration and interaction of the modules in the component. Typical faults found at this level of testing are for instance errors in the data exchange or in the communication between the different modules in the component [17].
For the example in Figure 2.2, integration tests would be tests of the pressure controller and the CAN communication together. For example the communication between the two units would be tested.

2.2.3 System Testing

The third phase is the system test where the whole system is tested. The test environment should be as similar to the real system environment as possible. The tests can be divided into functional and non-functional tests. The functional tests verify the functionality against the specifications of the system at a high level. The goal of the non-functional tests is to test properties like performance, reliability, flexibility and robustness [17].

For the example in Figure 2.2, system tests would be tests of the complete software for the transmission control software.

2.2.4 Acceptance Testing

The fourth and last level in the test process is the acceptance testing. The main aim with these tests is not to find errors but to provide confidence that the system works correctly from the customer’s point of view. Thereby, tests are carried out to validate that the system meets the prescribed requirements. Further, the user acceptance is tested, i.e. if the final user finds the system convenient to use. The tests are often carried out by or together with the customer in the real environment of the customer [17].

For the example in Figure 2.2, acceptance tests would be tests performed together with the customer of the automatic transmission. It would be tested if the customer thinks that the transmission changes the gear at the right moments and if the gears are changed in a comfortable way.

2.3 Testing Methods

There are many methods to test the developed software. Two comprehensive groups of testing are static and dynamic testing respectively.

2.3.1 Static Testing

Static testing is an analysis done without actually executing the software under test. The goal is to find faults and violations of the existing specifications, standards that should be complied or the project planning. This can for example be done by carrying out reviews of the existing documents where these are carefully studied to find such violations. The test can also be to compile the code or letting a person carefully study the code in order to check, for example, the data flow and try to find errors as uninitialized variables, out-of-bounds array access etc [17].
2.4 Black-Box Testing Techniques

2.3.2 Dynamic Testing

In dynamic testing the software is executed and the outputs are analysed. Dynamic testing can be divided into black-box, white-box and grey-box testing.

**Black-box testing:** the actual code is not really considered or not accessible for the tester. Instead, only the inputs and the outputs of the system under test are studied. Black-box testing is most appropriate for higher levels of testing like system testing but can also be successfully applied on lower levels like unit testing.

**White-box testing:** the code is considered as well and the internal flow is also studied during the execution of the test cases. White-box testing methods are most appropriate for the lower levels of testing like for example unit testing and integration testing [17].

**Grey-box testing:** a combination of black-box and white-box testing, for instance a module structure can be known but not each module in detail [13].

2.4 Black-Box Testing Techniques

In black-box testing where the system under test is considered as a black box with unknown content it would be optimally to create a test for every possible combination of every possible value of the inputs. Of course this is impossible since the number of test cases would be vast, therefore there are several techniques for trying to reduce the number of test cases while maintaining appropriate test coverage.

There exist a great number of different black-box testing techniques and all of them cannot be presented here. In this section, three of the most common methods will be described in more detail [17].

2.4.1 Equivalence Class Testing

Instead of testing all possible input values, the inputs can be divided into equivalence classes. All values which are treated the same way of the system under test belong to the same equivalence class. It is assumed that all test cases in an equivalence class produce the same result. That is, if a test case of an equivalence class results in a fault then every other test case in the same equivalence class also will result in a fault. On the other hand, if the test case is faultless then all other test cases in the equivalence class are assumed to be faultless as well [4]. Therefore it is sufficient to test only one test case of every equivalence class. Not only the valid but also the invalid values should be divided into equivalence classes. An example to illustrate equivalence classes is given in Example 2.1.

The outputs can be divided into equivalence classes as well. However, it is a bit more complicated to determine the test cases since in addition it also has to be considered which input values cause the different outputs [17].
Example 2.1: Example to illustrate equivalence classes.

```java
if (x>0 && x<=3) {
    a = a+1;
}
elif (x>3 && x<=5) {
    a = a-1;
}
```

Here, `&&` means logical AND. For this example, the values of `x` can be divided into four equivalence classes:
- `x <= 0`
- `0 < x <= 3`
- `3 < x <= 5`
- `x > 5`

For this small example, it would be enough to create the test cases `x=-1, x=1, x=4` and `x=6`.

This technique with equivalence classes is most suitable for systems where the variables can be divided into ranges or sets. The advantage of this method is that the test cases can be reduced in an efficient way [4]. A disadvantage is that only single input or output conditions are considered. It is very difficult to take dependencies or interactions between variables into consideration. It would be possible by a further classification of equivalence classes where possible dependencies are considered but it would need a great deal of effort [17].

### 2.4.2 Boundary Value Testing

Boundary value testing is a very good complement to the equivalence class testing. This technique focuses on the boundaries of the equivalence classes simply because experience has shown that problems in most cases arise at the boundaries. For example conditions might be inaccurate programmed. In the example in Example 2.1, the first condition possibly should be `x < 0` [4].

Boundary value testing is implemented as follows. First of all, the equivalence classes and their boundaries have to be determined. Secondly test cases are created for the value on the boundary, just below the boundary and just above the boundary. In this manner the smallest possible increment should be used in both directions. Exactly what this is depends on the circumstances, for example the data type. If the value just above the boundary coincides with the value just below another boundary, this value naturally results in only one test case. For the example in Example 2.1, the interesting values, assuming `x` is an integer, would be

- `x = MIN_INT, x = MIN_INT+1, x = -1, x = 0, x = 1, x = 2, x = 3, x = 4, x = 5, x = 6, x = MAX_INT-1` and `x = MAX_INT`, where `MIN_INT` and `MAX_INT` are the smallest and largest integer value available on the computer.

A common assumption is that test cases with values in the middle of an equivalence class do not lead to any other results than the test cases with the boundary values of the equivalence class and therefore they can be omitted.
At the first glance, the technique with equivalence classes and boundary value analysis might seem simple. However, in reality the determination of equivalence classes and the proper test values at the boundaries can be rather complex. If the determination is carried out successfully, the combination of equivalence class and boundary value testing is a very effective testing method [17].

### 2.4.3 State Transition Testing

A disadvantage of the equivalence class and boundary value testing is that variable dependencies are disregarded. A method which takes this in consideration is state transition testing. Often, not only the current inputs but also the previous events in the system are decisive for the current output and the systems behaviour. Consider for example a stack of elements with a specified maximal number of elements. If a new element is put onto the stack, the state can change from empty to partly filled, the state can remain partly filled or the state can change from partly filled to full. Which transition that is taken depends on the previous states, i.e. how many elements that previously have been added to or removed from the stack.

The states and the changes between the states can be described by a so called state diagram. For example, a state diagram for the stack example could look as follows in Figure 2.3.

![State diagram for a stack with elements added and removed.](image)

**Figure 2.3.** A state diagram describing the possible state changes for a stack where elements are added and removed.

Based on the state diagram, test cases can be derived using different strategies. One can be to reach every state at least once. Another can be that every function shall be called at least once. Calling every function does not result in each state being reached. Therefore a third possible strategy is that every possible function in a state shall be called at least once. If the robustness also shall be tested, the functions not defined for the current state can also be called to test how the system is reacting and if infeasible state changes take place. Independent of which strategy that is used, the actual behaviour of the system shall be compared to the specified behaviour for the different test cases [17].

For large and complex systems, the state diagrams fastly get very complicated. An alternative to the state diagram is a state transition table. A transition table basically consists of the same information as the state diagram but in table form. There are several different types of state transition tables. A state transition table can for example be a table which describes the current state, possible events, the actions that follow upon different events and the next state. Unlike state diagrams, a state transition table also allows the listing of invalid state transitions [4].
This method is, of course, most suitable for systems where different states play an important role and a state diagram is an adequate way to describe the system [17].

2.5 Code Coverage

Code coverage is a white-box testing technique where the goal is that every part of the code shall be executed at least once. It is common to give the code coverage as a percentage and this number can be used as a type of quality measure of the implemented tests. At the same time as test cases are designed to cover as much as possible of the code, it is also studied if the outputs of the tests agree with the expected outputs and thereby faults can be detected [17].

With code coverage tests it is possible to discover if some parts of the code have not been executed at all. It can be difficult to achieve 100% code coverage since some parts of the code might be error handling for instance. It can be very hard and expensive, or even impossible, to reach every line of code during the test phase [4].

Code coverage is measured by so called instrumentation of the code where measure statements are inserted at proper places in the code. These statements can for example be counters which are incremented every time the certain code is executed. It would be very time-consuming to carry out this instrumentation by hand and therefore there are many different software tools on the market doing this automatically when the code is compiled [17].

There are several different well known levels of coverage measurements. Statement coverage, decision coverage, condition coverage, decision/condition coverage and multiple condition coverage are some of the most common coverage criteria.

The code segment in Example 2.2 will be used to illustrate the different coverage criteria [4].

---Example 2.2: Example to illustrate different coverage criteria.---

\[
\begin{align*}
\text{if} & \ (a>0 \ \&\& \ c==1) \ \{ \\
& \quad x = x+1; \ \} \\
\text{if} & \ (b==3 \ || \ d<0) \ \{ \\
& \quad y = 0; \ \}
\end{align*}
\]

Here, \&\& means logical AND and || means logical OR. This code segment can also be illustrated as a flowchart. The statements are represented by nodes and the control flow between the statements is represented by edges, see Figure 2.4. The two diamond shaped nodes represent a decision consisting of two conditions.

2.5.1 Statement Coverage

Statement coverage is a coverage criterion which only requires that each statement is executed at least once. In terms of the flowchart this means that every node
2.5 Code Coverage

Figure 2.4. A flowchart of the four line code segment. The nodes represent the statements and the edges the control flow between the statements.

has to be passed by at least once.

For the example in Example 2.2, 100% statement coverage can be reached with the single test case

\[ a=1, \ c=1, \ b=3, \ d=0. \]

The path in the flowchart for this test case is drawn in Figure 2.5.

Figure 2.5. For the test case which gives 100% statement coverage, both decisions are evaluated to true.

This is a rather weak criterion where a lot of errors can be missed since every node can be passed leaving a lot of edges unexecuted. However, it is helpful for easily determining if some parts of the software are not being executed at all [17].
2.5.2 Decision Coverage

Decision coverage is also called branch coverage and the criterion is that every decision is evaluated both to true and false at least once. For case-statements it is required that all exits should be taken. In terms of the flowchart this means that every edge has to be passed by at least once [17].

For the example in Example 2.2, 100% decision coverage can be reached with the two test cases

\[
\begin{align*}
\text{a}=1, \text{c}=1, \text{b}=3, \text{d}=0 \quad \text{and} \\
\text{a}=1, \text{c}=0, \text{b}=0, \text{d}=0.
\end{align*}
\]

In the first test case, both decisions are evaluated to true and in the second test case, both are evaluated to false. The paths in the flowchart for the both test cases are drawn in Figure 2.6.

![Flowchart](image)

**Figure 2.6.** In the first test case, both decisions are evaluated to true and in the second test case, both are evaluated to false. These two test cases lead to 100% decision coverage.

2.5.3 Condition Coverage

For condition coverage the criterion is that each condition with a true or false result in a decision is evaluated both to true and false at least once.

For the example in Example 2.2, 100% condition coverage can be reached with the two test cases

\[
\begin{align*}
\text{a}=1, \text{c}=0, \text{b}=0, \text{d}=-1 \quad \text{and} \\
\text{a}=0, \text{c}=1, \text{b}=3, \text{d}=0.
\end{align*}
\]

The results of the logical expressions for the both test cases are presented in Table 2.1.

Notice that decision coverage does not follow from condition coverage. For the two test cases above, the first decision is never evaluated to true and the second one is never evaluated to false.
2.5 Code Coverage

Table 2.1. The results of the logical expressions for the four test cases leading to 100% condition coverage.

<p>| | | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>a&gt;0</td>
<td>c==1</td>
<td>a&gt;0 &amp;&amp; c==1</td>
<td>b==3</td>
<td>d&lt;0</td>
<td>b==3</td>
</tr>
<tr>
<td>true</td>
<td>false</td>
<td>false</td>
<td>true</td>
<td>true</td>
<td>true</td>
</tr>
<tr>
<td>false</td>
<td>true</td>
<td>false</td>
<td>true</td>
<td>false</td>
<td>true</td>
</tr>
</tbody>
</table>

Condition coverage is usually a stronger criterion than decision coverage since every condition is evaluated at least once whereas 100% decision coverage can be reached without evaluating each condition to true and false [4].

2.5.4 Decision/Condition Coverage

An even more complete coverage level is the decision/condition coverage where decision coverage and condition coverage are combined. That is, test cases are created so that every decision in a condition as well as every condition is evaluated to both true and false.

For the example in Example 2.2, 100% decision/condition coverage can be reached with the two test cases

\[ a=1, c=1, b=3, d=-1 \] and \[ a=0, c=0, b=0, d=0. \]

The results of the logical expressions for the both test cases are presented in Table 2.2.

Table 2.2. The results of the logical expressions for the four test cases leading to 100% decision/condition coverage.

<p>| | | | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>a&gt;0</td>
<td>c==1</td>
<td>a&gt;0 &amp;&amp; c==1</td>
<td>b==3</td>
<td>d&lt;0</td>
<td>b==3</td>
</tr>
<tr>
<td>true</td>
<td>true</td>
<td>true</td>
<td>true</td>
<td>true</td>
<td>true</td>
</tr>
<tr>
<td>false</td>
<td>false</td>
<td>false</td>
<td>false</td>
<td>false</td>
<td>false</td>
</tr>
</tbody>
</table>

Obviously, both decision coverage and condition coverage follows from decision/condition coverage [4].

2.5.5 Multiple Condition Coverage

Multiple condition coverage resembles condition coverage with the difference that every combination of outcomes from decisions in a condition is tested as well.

For the example in Example 2.2, 100% multiple condition coverage can be reached with the four test cases

\[ a=1, c=1, b=3, d=-1, \]
\[ a=0, c=0, b=0, d=0, \]
\[ a=0, c=1, b=3, d=0 \] and \[ a=1, c=0, b=0, d=-1. \]

The results of the logical expressions for the four test cases are presented in Table 2.3.
Table 2.3. The results of the logical expressions for the four test cases leading to 100% multiple condition coverage.

| a>0 | c==1 | a>0 && c==1 | b==3 | d<0 | b==3 || d<0 |
|-----|------|-------------|------|-----|---------|
| true| true | true        | true | true| true    |
| false| false| false       | false| false| false   |
| false| true | false       | true | false| true    |
| true| false| false       | false| true | true    |

Achieving 100% multiple condition coverage, also means achieving decision/condition coverage, condition coverage and decision coverage. This is an extensive criterion but it is also very intricate since the possible combinations of \( n \) conditions are \( 2^n \) in total and hence the number of test cases increases fast with the number of conditions in a decision [17].
Chapter 3

Test Environment

In this Chapter, an overview of the test environment and a description of the considered testing tool are given. In Section 3.1, the structure of the system under test is described. The instruments that are needed for the communication between the test tool and the system under test are described in Section 3.2. In Section 3.3, the testing method used by the considered testing tool is described. How the test focus can be influenced is discussed in Section 3.4. Lastly, in Section 3.5, the testing method is classified in terms of the different testing methods described in Chapter 2.

Unless anything else is said, the information in this chapter is taken from the user guide of the considered testing tool TestWeaver\textsuperscript{1}.

3.1 System Overview

TestWeaver is the testing tool to be considered in this thesis. It systematically simulates a co-simulation and thereby automatically generates test cases. A co-simulation is a system consisting of several different modules which are simulated together. These modules can consist of C++ code, C-code, Matlab/Simulink models and Dymola models, see Figure 3.1. For an automatic transmission the modules can for example be the software of the automatic transmission, a model describing the vehicle and the environment respectively. For the co-simulation, the tool Softcar is used. This is a tool developed and used within \textit{ZF}. A simulation of this type is called software in the loop since the software is run on a computer and not on the real control unit and the vehicle and the rest of the environment is also simulated on the computer. The communication between TestWeaver and the co-simulation is realised with so called instruments specifying the inputs and outputs for TestWeaver.

\textsuperscript{1}TestWeaver 1.0 User Guide, QTronic GmbH.
Figure 3.1. The test environment consists of a co-simulation of several modules. The communication between the co-simulation and the testing tool TestWeaver is realised with so called instruments.

3.2 Instruments

There are instruments for controlling the inputs and observing outputs. The instruments for the inputs are called choosers in TestWeaver and those for the outputs are called reporters. The different instruments can either be programmed by hand in C or C++ but there are also libraries available for inserting them directly in Matlab/Simulink or Modelica, see Figure 3.2.

Figure 3.2. There are two different possibilities to instrument the system under test.

(a) Instrumentation in an additional external process.  
(b) Instrumentation in Simulink.

There are two different types of input variables. They can be regular input variables of the system under test but there is also a possibility to define faults. This makes it possible to simulate the appearance of a fault during the execution. Both the inputs and the faults are defined as discrete values. The insertion of faults requires that there are components in the system under test with fault modes. The classification of the inputs takes place by specifying an occurrence from one to ten for each value of the variable. Occurrence one means a fault occurring very rarely, nine a fault occurring very often and ten means no fault. A variable with all values classified to occurrence ten is seen as a regular input and every variable with at
least one value with an occurrence smaller than ten is seen as a fault. For both types of inputs, one of the discrete values is defined to be the default value of that variable. Every input is also associated with a trigger determining when an input or a fault can be changed. The trigger can for example be a periodically signal enabling a change of the variable twice every second.

There are also two different types of output variables. They can be state variables or alarm variables. The values of the output variables are divided into intervals and every interval is classified with a severity. The possible severities are the values zero to eleven and twenty where zero means no fault. A severity larger than zero represents different degrees of errors and how serious they are. An output variable with all intervals classified to severity zero is a state variable and the variables with at least one interval classified with a severity greater than zero is seen as an alarm variable. Exactly as the input variables is every output instrument associated with a trigger determining when an output value should be noted [12].

The different types of variables can be illustrated with the following simple example. Consider a tank which is filled with water from a tap, see Figure 3.3.

An input variable is how open the tap should be, the possible values are closed, half open and open. The tap also has the fault modes ok, stuck closed and stuck open. Stuck closed means that despite of the input, the tap stays closed and stuck open means it is always open. These different fault modes can be inserted with a fault variable. In the tank a sensor measuring the current water height $h$ is placed. The output from this sensor is a state variable where the possible values of the height are divided into the three ranges low, medium and high. There
is also a model calculating the height out of the required inflow into the tank. The difference between the measured value and the calculated value is an error variable. A difference means that the tap is stuck open or stuck closed or the sensor is defective. The possible values of the difference are also divided into three ranges. A very small difference is no problem and has the severity zero; a bit larger difference is set to a warning and large differences report an error.

3.3 Method

The goal of TestWeaver is to reach a faulty state, that is a state where a variable with severity greater than zero is reported. This is done by a strategic variation of the variables. The inputs and outputs and their discrete values span an \( n \)-dimensional discrete state space. In two dimensions the state space can be visualized as a grid where each square represents a state. In the discrete state space, some states have been reached and some have not and out of the reached states, some have caused an alarm, see Figure 3.4. TestWeaver tries to maximize the coverage of this discrete state space, i.e. to maximize the number of reached squares.

![Figure 3.4](image)

**Figure 3.4.** A discrete state space in two dimensions. Reached states are marked with an X and alarm states with an A.

The different generated test cases are called scenarios. All test cases have the same length (in time), predefined by the user. There are two strategies for generating scenarios: a default strategy and a random strategy. In the random strategy, the inputs are set to the different possible values randomly and the values are changed very often. The default strategy on the other hand is a strategically and systematically way of generating scenarios. In the first scenario, all inputs are set to their default values and kept to these values the whole scenario. State changes, i.e. when the outputs changes are noted as interesting points. The strategy is to change the inputs at these points where a state change takes place. First, only one input is changed to another value and one by one are all inputs changed to all their possible values. The scenario generation can now continue with either changing one input at another state change or generating scenarios
where an additional input is changed at another state change. Every change of an input means a branching point for the simulation and step by step a tree arises, or more precisely a directed graph, see Figure 3.5. A directed graph is a graph where the edges between the nodes have a direction which is indicated with an arrow [11].

[Diagram of a directed graph]

Figure 3.5. A directed graph has directed edges between the nodes.

Returning to the tank example, the default values might be tap half open and fault mode ok. In the first scenario, with the default values, the height changes from low to medium at the time $t_1$ and from medium to high at the time $t_2$. In some later scenario, the tap changes from half open to open at the time $t_1$, then the height changes from medium to high at the time $t_3$ ($< t_2$). In another scenario, the change from half open to open takes place at the time $t_2$ instead. In some later scenario, the tap is changed from half open to open at the time $t_1$ followed by the insertion of the fault mode tap stuck open at the time $t_3$. The different scenarios are illustrated as timelines in Figure 3.6. There are also scenarios created with all the other possible input values at the different points in time. The scenario generation can also be illustrated as a directed graph, see Figure 3.7. The scenarios are generated in a deterministic way. If the scenarios are deleted and generated again without any changes in the settings, exactly the same scenarios will be generated and in the same order as previous.

Increasing the number of input instruments, or having input instruments with a lot of possible values, rapidly increases the possibilities for varying the inputs, i.e. the possible branches in the directed graph. It would take very long time to examine all these branches and therefore it is preferable to keep the number of instruments and the number of values for each instrument rather low. Usually a system under test has four to six input instruments and twenty to thirty output instruments.

If the default or the random strategy should be used for generating the test cases depends of the system under test and how the variables vary in the real environment. Often the default strategy is more appropriate, for example a car is normally not driven in a random way where inputs like accelerating pedal and brake pedal are changed every second. However, there are system where changing the inputs randomly is a proper strategy.
Figure 3.6. Each timeline represents one scenario. The inputs at the beginning of the scenario can be seen at the top of the timeline. Changes in a reported variable stands to the left of the line and changes in the inputs to the right. It can be seen that the inputs are changed when a state change, i.e. a change in a reported variable, takes place.
3.4 Test Focus

The test focus can be influenced in several ways. Which these are and what impact they have on the generated scenarios will be described in this section.

3.4.1 Coverage Report

The so called coverage reports are state tables defined by the tester. Each column in the table represents a state variable and the table itself describes which states have been reached in which test cases. This state table defines which state changes that shall be considered as important. That is, at which state changes the inputs shall be varied. TestWeaver changes the inputs at the state changes that are represented in the coverage report. Consider the tank example in Figure 3.3 once more. If the coverage report for this example only consist of one column; the height, the inputs will be changed when the height switches range, e.g. from low to medium. If, instead, the coverage report would have the column “difference”, the inputs will be changed when the difference switches range, e.g. from small to medium. Lastly, if the coverage report consists of two columns; height and difference, the inputs will be changed when a state change takes place either in the height or in the difference.

TestWeaver also considers these state tables as a sort of priority list and tries to drive the system under test into states that are reported in the coverage report. Thereby the first column has the highest priority and TestWeaver foremost tries to maximize the number of entries in this column, the second column has the next highest priority and so on.

3.4.2 Constraints

There is the possibility to add constraints in the form of logical expressions to the system under test in order to limit the permissible state space. For example
futile or unrealistic test cases or certain states which cannot be handled by the model can be omitted. An unrealistic scenario which is desirable to avoid could be accelerating and braking simultaneously in a car. Scenarios that violate the constraints are either terminated or not generated at all, depending on how good TestWeaver can handle the constraints. However, sometimes it can also be of interest to study what happens in these futile or unrealistic test cases.

3.4.3 Instrumentation

When the instruments are programmed in C/C++, also the instrument sequence in the file can have an impact on the scenario generation. If the function for changing the inflow in the tank is programmed before the function for changing the fault mode, scenarios where the inflow is varied are generated before scenarios where the fault mode is varied. However, the order of the instruments does not matter if the test runs long enough because in the long run, the coverage reports and constraints are more important.

3.5 Classification of the Method

Since the system under test is executed when generating the test cases, dynamic testing is performed with TestWeaver. The instrumented variables are the only information TestWeaver has about the system, i.e. the actual code is unknown, and therefore the method is a black-box testing method, see Section 2.3.2.

Both input and output variables are divided into equivalence classes. A number of representatives (discrete values) are chosen for each input variable. The output variables are divided into different ranges but it is not really necessary to consider which input values lead to which output values when the partitioning is performed. It is definitely possible to choose the discrete values for the inputs and the partition of the output variables without considering equivalence classes. There is also the possibility to do the instrumentation in a more formal manner where equivalence classes are determined and based on the outcome; the discrete inputs and the output partitions are chosen. Thereby, the boundary values can be considered as well and boundary value testing can be carried out by choosing the discrete inputs to the boundary values.

The method is also a type of testing based on state transitions since state changes are considered and the progress in the state space is recorded and remembered by TestWeaver. However, it should be noticed that the states considered by TestWeaver are a little different than the states in a state diagram or a state transition table. The state changes considered by TestWeaver can be discrete state changes (for example from partly filled to full in Figure 2.3) but it can also be changes of physical values; that the number of elements on the stack changes from three to four (but the stack is still partly filled). The goal of the method is to cover as much of the state space defined by the instrumented variables as possible, especially the parts of the state space specified in the so called coverage reports.
Chapter 4

Application

To evaluate the testing tool TestWeaver, mainly two different examples were studied: the software of an automatic transmission control unit and a module of this automatic transmission. This module is responsible for the pressure control of the actuators inside the transmission. In this chapter, an introduction to these two examples is given. Firstly, in Section 4.1, the example of the automatic transmission control unit is described. A short introduction to gear changes in an automatic transmission is given as well. In Section 4.2, a description of the pressure controller and its functionality follows. Lastly, in Section 4.3, the different possibilities to instrument these both examples are discussed and the chosen alternative is justified.

Unless anything else is said, the information in this chapter is taken from [5].

4.1 Automatic Transmission - EcoLife

The example studied to evaluate TestWeaver is a real life example of a ZF six gear automatic transmission for buses called EcoLife, see Figure 4.1. The test object is the software of the transmission control unit (TCU) which has the main task to decide how and when to change the gear.

The system under test consists of three external processes running under the ZF co-simulation tool Softcar: the software for the automatic transmission, the model of the vehicle and the shift lever. The software is the real software which is used in the TCU. The model describes the rest of the vehicle, for example the motor and the hydraulic. The shift lever is a separate process since there are various shift levers for different buses. There is also a graphical user interface in Softcar belonging to the example in order to visualize the variables and simplify the understanding of the progress of the test.

The simulation is software in the loop simulation and the preformed tests are system tests since the automatic transmission is considered as whole and not only single components of the system.
Figure 4.1. The ZF six gear automatic transmission EcoLife, [3].

**Gear Changes in an Automatic Transmission**

In an automatic transmission, the different gears are realised with a planetary gear set which consists of a sun gear (1), a planet carrier (2) with planet gears (3) and a ring gear (4), see Figure 4.2. By holding one of these three parts fixed, different gear ratios can be realised. Thereby, one of the remaining two parts is driven by an input torque and the third part of the planetary gear provides the output torque. For example, a large reduction in torque is obtained by holding the ring gear fix and using the sun gear as input and the planet carrier as output. To provide four, five or six forward gears and one reverse gear, one planetary gear set is not enough. Instead, two, three or four planetary gear sets are connected to each other to enable several different gear ratios.

Figure 4.2. A planetary gear with a sun gear (1), a planet carrier (2) with planet gears (3) and a ring gear (4) [5].
One main difference between manual and automatic transmissions is that the gears are changed without interruption of the force flow in automatic transmissions. This is achieved by electronic-hydraulic actuated clutches and bands which connect different transmission elements (different parts in the planetary gear sets). Thereby, the torque is transferred between the elements and the engine speed is automatically adjusted to the new gear. Hence, a gear change can take place without disconnecting the motor from the transmission and without that the driver has to release the accelerating pedal.

The gear changes are controlled by the TCU which also makes sure that the gear changes take place in a comfortable way. Input signals to the control unit are, among others, the vehicle speed, engine speed, engine torque, throttle position, wheel speeds and shift lever position. Output signals from the TCU are signals for the electronic-hydraulic actuators mentioned above to control the gear changes, signals for the instrument panel (current gear, shift lever position etc.) and signals with information for the diagnostic system which saves possible errors in a memory, see Figure 4.3. More information about automatic transmissions and their functionality can be found in [5].

Figure 4.3. The TCU takes several inputs and depending on these decides whether a gear change should take place or not.

4.2 Pressure Controller

Since the automatic transmission EcoLife is a very large and complex example, it is not appropriate for all type of tests. Therefore, a module of the software responsible for handling the pressure control, was taken as another example. The clutches and bands that control the transmission elements are actuated with a hydraulic pressure. The pressure in turn is changed by an electronic actuated valve. For the comfortable gear change it is very important that the pressure is adjusted in an accurate way. Therefore, the pressure for the clutches and bands is controlled. The input to the pressure controller module of the software is a target pressure from the rest of the controller software. The pressure controller module transforms this target pressure into a current which is forwarded to the actuators by the control unit. The actuators are the valves that adjusts the pressure of the clutches and bands.
The software of the pressure controller is the implementation of a finite state machine. This state machine describes the different states of the pressure controller and which events that are required for a state change, the principle is shown in Figure 4.4. This figure only shows some of the states of the pressure controller. The controller can be switched on and off and it can be changed between open and closed loop control. There is also a state where the pressure is limited to an upper or lower limit [5, 16].

\[ 
\begin{array}{c}
\text{ON} \\
\text{closed loop} \\
\text{open loop} \\
\text{limit pressure} \\
\text{OFF} \\
\end{array} 
\]

**Figure 4.4.** The software of the pressure controller is the implementation of a state machine. Notice that this figure does not show all states of the controller.

This simulation is software in the loop simulation as well but the preformed tests are unit tests since the pressure controller does not represent a whole system but a module of the automatic transmission software.

### 4.3 Instrumentation Set Up

The instrumentation defines the communication between the co-simulation environment and TestWeaver. It can take place either in an additional external process programmed in C or C++ or the instruments can be added directly in the Simulink model, see Section 3.2. For the two considered examples, the instruments were programmed in C++ in an additional external process.

One advantage with the chosen method is that no changes have to be done to the actual project since an additional process is created independently. The original files do not have to be changed or rebuild, only the new C++ project with the instruments and the communication between TestWeaver and the co-simulation tool Softcar has to be rebuild. This project is rather small and easy and fast to rebuild. Another advantage is that the same instrumentation can be used on different models and software versions (as long as the variable names are the same) without any changes to the file. One disadvantage is that the tester has to program the instruments by hand while in Simulink, assistance is given by a
4.3 Instrumentation Set Up

graphical user interface. However, there are not particularly many functions that have to be added and when the structure is known it is not that complicated.

An additional argument to choose the first variant with the instruments in C/C++ is that since the software is the object to test, the interesting variables to report are not model variables but software variables, see Figure 4.5. These are not available in the model and the reporters therefore have to be designed directly in C/C++.

![Diagram](image)

**Figure 4.5.** It is an advantage to program the instruments in an additional external process since this allows the instrumented variables of the software as well.

The variables that are desirable to report can mainly be of two kinds. They can be the values of a signal directly, but a common case is when not the variables directly are of interest but logical conditions based on the values of the variables. For example, a difference of two variables can be of interest (as in the tank example, see Section 3.2). Another example is that an output variable can be an error or not, depending on the current input variables. Such conditions can easily be programmed in the C/C++ project and it is also possible to program them in Matlab/Simulink. A variable depending on the result of these conditions can then be reported. However, the alternative with Matlab/Simulink is only possible if all needed variables are available in the model and no variables that are only accessible in the software are required for the logical condition. If a C/C++ project is needed for the reporters anyhow, the choosers might be designed there as well.

For the two considered examples, variables of the software were of interest and it was desirable not to have to change the present environment model. Therefore, the alternative with the additional external process was chosen.
Chapter 5

Tests

In this chapter, the performed tests on the both examples are described. Mainly, three different tests were carried out. In Section 5.1 a general test performed on the EcoLife example is described. The aim with this test is to see if any known or unknown errors could be found. In Section 5.2 a test on a faulty version of the software for the EcoLife transmission is presented. The goal with this test is to examine if and how fast TestWeaver could find this fault. The last test is described in Section 5.3. This test is performed on the pressure controller with the aim to look into the reached code coverage when testing with TestWeaver. For each test, the instrumentation, test focus and results of the test are presented. Finally, in Section 5.4 the time needed for performing the tests with TestWeaver is discussed.

5.1 General Test

A general test was performed on the EcoLife example, see Section 4.1, with the goal to see if any errors (known or unknown) could be found.

5.1.1 Input Instruments - Chooser

The natural inputs of this system are the variables that the driver can change such as the accelerator pedal, the brake pedal and the shift lever. Besides these, it is also possible to specify the road inclination during the simulation. The input variables chosen for this system are the following variables which all are inputs to the model:

- **Shift lever** with the values R, N and D, where R means reverse gear, N is neutral with no gear selected and D is drive which is the mode where the vehicle can move forward and the gear can be changed. The shift lever also has the possible modes D1, D2 and D3 where the gear is restricted to gear 1, 2 and 3 respectively. These modes are omitted to limit the state space, see Section 3.3.
accelerator pedal with the values 0%, 50% and 100%. With 0% the pedal is not actuated at all and 100% means that the pedal is depressed maximally.

brake pedal with the values 0 N, 10000 N and 20000 N. These forces can be illustrated on the hand of Example 5.1.

Example 5.1

Consider a bus with the weight 21000 kg (Mercedes CapaCity with the fore-runner transmission of EcoLife has an empty weight of about 18500 kg [2]) and the velocity 50 km/h. With the formulas \( F = ma \), \( v = at \) and \( s = 0.5at^2 \), it can be calculated that a braking force of 10000 N ideally and very simplified (neglecting rolling resistance and air resistance) corresponds to a braking distance of about 200 metres for this bus. In the same way it can be calculated that a braking force of 20000 N corresponds to a braking distance of about 100 metres.

In the formulas above, the notation stands for \( a \): acceleration \([m/s^2]\), \( F \): force \([N]\), \( m \): mass \([kg]\), \( s \): distance \([m]\), \( t \): time \([s]\) and \( v \): velocity \([m/s]\).

road inclination with the values -10%, 0% and 10%. The road inclination \( a \) in percent is the ratio of the height \( x \) to the distance \( y \), see Figure 5.1. That is, an inclination of 10% is for example reached with the height 10 meter and the distance 100 meter.

Figure 5.1. The road inclination \( a \) in percent is the ratio of the height \( x \) to the distance \( y \).

The reason for only defining three discrete values for each input variable is, again, for limiting the state space. The values where chosen to be one extreme low value, one extreme high value and one value in between.

5.1.2 Output Instruments - Reporter

Since the system under test is the software for an automatic transmission, natural important courses of events are the gear changes. The gear changes can be observed by studying the current and the target gear. If these are different, a gear change is about to take place. It can also be of interest to consider the gear change type and the current velocity. Exactly these four variables are chosen to be state reporters:

current gear which is a discrete variable that reports the current gear, for instance neutral, gear one, gear two etc.
target gear which is a discrete variable that reports the target gear, for instance neutral, gear one, gear two etc.

gear change type which for example can be increasing or decreasing the gear.
The gear can also be changed in different ways depending on how the pressures actuating the clutches and bands proceeds. Either the pressure can be changed as a step or as a ramp. The gear change type is described as a discrete variable as well.

vehicle velocity which is divided into intervals of 20 km/h, i.e. the velocity is reported to be 0-20 km/h, 20-40 km/h etc.

As alarm reporters, two diagnosis variables are chosen:

error number which is an integer value set in every cycle to describe the current error, the value 0 means no error.

error type which is an integer value as well and contains additional information about the error and again the value 0 means no error.

5.1.3 Test Focus

Since the gear changes are of interest, this has to be told TestWeaver and it is done by a coverage report, see Section 3.4.1. If the report contains one column for the current gear and one for the target gear, TestWeaver tries to maximize the number of entries in the table, i.e. tries to reach as many combinations of current and target gears as possible which means as many gear changes as possible. Another consequence of defining the coverage report as just described is that the inputs will be changed just as gear changes take place.

5.1.4 Results

The default strategy was chosen for generating the test cases since this resembles the normal operation of a bus. It is not normal to drive a bus in a randomly way and constantly changing the chosen inputs.

It was early found that a too inclined road brought an error since the bus gradually went arbitrary fast. This was a known error and depends on instability in the model; the model cannot handle very steep roads. As a result of this, the discrete values defined for the road inclination were changed to -5%, 0% and 5%.

With the new values for the road inclination, TestWeaver was run for a long time and generated numerous test cases. An error was reported and it turned out that it was a parameterisation error. The software contains several parameters that enable the adaptation of the software to many different vehicles, engines etc. The tests are carried out with a standard set of parameters and one of these was set to an incorrect value. Parameterisation errors are not as serious as errors in the actual code of the software. However, the parameterisation is important as well and if an error of this type is found, the parameter is normally adjusted. This problem had been noticed and was already adjusted.
The tested software was known to be of very good quality and no serious errors were expected. This test confirms the quality of the software since no unknown problems were found and the test also shows that TestWeaver is able to detect small problems, like parameterisation errors, in a software of good quality.

5.2 Fault Finding

To test the fault finding properties of TestWeaver, the EcoLife example but with a software version known to be faulty was instrumented and tested.

5.2.1 Instrumentation and Test Focus

The fault was inserted by software developers and was not known when testing the example. However, it was given which variables had to be changed to enter the faulty state. Exactly these variables were set to be the input variables:

- **shift lever** with the values R, N and D.
- **accelerator pedal** with the values 0%, 50% and 100%.
- **brake pedal** with the values 0 N, 10000 N and 20000 N.
- **ABS (antilock braking system)** with the values 0 and 1 where 0 means deacti-
vated and 1 activated.

The output instruments, both those reporting states and those reporting alarms, were chosen exactly in the same way as in the test described in Section 5.1. Also the coverage report, i.e. the test focus, was exactly the same and again, the default generation strategy was used.

5.2.2 Results

The faulty state was reached by accelerating to the fourth gear with ABS deac-
tivated. When in the fourth gear, the accelerator pedal was completely released (accelerator pedal = 0%). Finally, during the gearshift from the fourth to the third gear, the ABS was activated. The error was found already after about one hour of testing and about 100 test cases.

There are two main reasons for finding this error at all. The first reason is that it was known that the ABS should be one of the input variables that are varied by TestWeaver. It is not trivial to conclude that the ABS should be activated and deactivated to trigger the fault and without this information, it would probably have been very difficult to find the inserted fault. The second reason is that the test focus was chosen to be the gearshifts. Since the coverage report consists of the current and the target gear, the input variables were changed when the current or the target gear changed. This fault only occurs when the variables are changed exactly as described above and the ABS has to be activated during the gear change and this is achieved with the chosen test focus. Since the system under test is an automatic transmission, it is natural to include the gearshifts in the test focus.
5.3 Code Coverage Test

With the aim to be able to make a statement according to how much of the software is actually tested when TestWeaver is used, a code coverage test was carried out. Since the EcoLife example is rather big and complex the decision to only consider a smaller part of the example was made. The chosen part is the pressure controller described in Section 4.2. One advantage with choosing this example is that code coverage tests for different testing methods have been implemented on this controller. Therefore, the pressure controller example provides the possibility to compare TestWeaver to other testing methods.

The code coverage test was implemented through the tool Testwell CTC++, in the following referred to as CTC. The tool instruments the code by adding some additional statements to the source files and thereby enables CTC to recognize if and how often different parts of the code have been executed. The test coverage can be chosen to be measured according to different criteria like for example function coverage (tests if all functions have been called at least once), decision coverage and condition coverage. For this code coverage test, the decision coverage option was chosen, see Section 2.5.2. In addition to measure if all decisions have been evaluated to both true and false, CTC also considers if all functions have been entered at least once, if all branches in switch-statements and each explicit control transfer (goto, break, continue, return etc.) has been taken [15]. The decision coverage option was chosen because this criterion had been used for measuring the code coverage when using other testing methods.

CTC provides the user with a report describing the coverage of each function expressed as a percentage and there is also the possibility to study exactly which parts of the functions have been executed and which have not.

The difficulty with applying TestWeaver to a system like the pressure controller is that there is no simple external stimulation of just a few variables that makes the controller to enter almost every possible state which would give large code coverage. It is not enough to switch the controller on and vary the target pressure. This only leads to that the states ON and OFF are reached, see Figure 4.4, but it does not mean that the other states within ON are automatically reached. Consequently, only a code coverage of 35% is achieved and as mentioned, several states are not reached at all. This in turn means that many parts of the code are not executed. In order to increase the percentage of executed code the user has to give TestWeaver the possibility to vary several variables.

5.3.1 Input Instruments - Chooser

As mentioned above, the possibility to change several variables has to be provided. Therefore, the following variables were chosen as input instruments:

- **active** with the values 0 and 1 where 1 means that the controller is activated and 0 that it is deactivated.
- **mode** with the values 0 and 1 where 0 means open loop control and 1 closed loop control.
**reference pressure** with the values 10000 mbar, 20000 mbar and 30000 mbar. This is the input to the controller and is the desired pressure for the clutch or the band belonging to the current pressure controller.

**main pressure** which is the available pressure and consequently this pressure also defines an upper limit for the pressure controlled by the pressure controller. The values 18000 mbar and 25000 mbar are defined for the main pressure.

As in the example with the automatic transmission, the number of values for each variable is kept low to limit the state space.

### 5.3.2 Output Instruments - Reporter

Two state reporters have been chosen for this example:

- **state** which is a discrete variable describing the current state of the pressure controller. Different states are, among others, deactivated, open loop control, closed loop control and pressure limited by main pressure.

- **actual pressure** which should have the same value as the reference pressure. However, the pressure can be limited by a defined minimal value, a defined maximal value or the main pressure and in these cases; the actual value takes the limited value as current value. The values of the actual pressure are divided into three ranges and these ranges are reported.

### 5.3.3 Test Set Up and Test Focus

Tests with two different set ups were carried out. In both cases, the pressure controller was initialized with a defined minimal pressure and with a limitation on the gradient of the pressure change activated. In one set up, a maximal pressure was defined as well. In the other set up this upper limit was omitted.

The two available state reporters were chosen for the coverage report.

### 5.3.4 Results

After just about 200 generated test cases for each test set up, a coverage that is 4 percentage points under the coverage reached with a testing method developed within ZF, has been reached. This method in turn reaches a coverage that is 7 percentage points under the coverage obtained when the pressure controller was tested manually. One reason that the coverage obtained when testing with TestWeaver is lower then the coverage reached with the other two methods is that with the instrumentation described above, not even all states are reached. For example there is a state where the pressure controller is deactivated automatically because the pressure has had a very low value for a long time. However, this state is never reached when a minimal pressure is defined for the controller. There is also a possibility to insert an error in the controller which leads to other states.
5.4 Time Consumption

With no doubt, the code coverage when testing the pressure controller with TestWeaver could be increased by adding more choosers or by changing the basic conditions, for example by removing the minimum pressure limit. The only information that TestWeaver has about the system under test is the information given in the instruments and therefore the degree of coverage depends very much on the instrumentation. TestWeaver can only test the regions of the software that are made accessible, i.e. that are covered by the chosen instrumentation. To be able to increase the code coverage, very good knowledge of the system under test is required since only then it is possible to change the instrumentation in a successful way.

It can be seen that a very good coverage is reached for the parts of the system that is defined to TestWeaver, i.e. instrumented. Therefore, it can be assumed that tests with TestWeaver have a good coverage of the state space defined in the test focus, i.e. the coverage report.

This example also shows that TestWeaver is more suitable for system tests than for unit tests. One difficulty by unit tests is, like previous mentioned, that it is difficult to choose just a few input instruments that excite the whole system under test sufficiently. It is as shown, possible to carry out unit tests with TestWeaver as well but the recommended area of application is system testing.

5.4 Time Consumption

The time needed for the test mainly depends on how fast or slow the original setup without the instrumentation is. It does not make any particular difference if just a few or several instruments are added or if a number of constraints are defined or if the test runs completely without constraints. The only difference that the constraints could make is that if a scenario violates the constraints it can be terminated. This results in that it takes a longer time to generate the same number of complete scenarios since the start and stop of a scenario take some time.

Obviously, more instruments or more intervals for each instrument make the current state space, that shall be searched, larger. This might lead to that it takes a longer time for TestWeaver to reach a part of the state space where errors occur.

It is impossible to make a statement about how long it takes for TestWeaver to find an error. It depends on the current system under test, the instrumentation, the test focus and other settings of the test and of course, the error itself. However, if tests are executed on the same type of system several times, experience can be gained about which coverage that can be reached with a particular instrumentation in which time. This gives information about which type of faults that could be expected to be found in a certain time; the faults in the set of reached states.
Chapter 6

Conclusions

TestWeaver is a tool for automated software in the loop tests. The greatest advantage of the tool compared to other testing methods is that the test cases are generated automatically. However, to succeed with the tests, the instrumentation and test focus must be considered carefully. The tool can only find faults in regions where it is allowed to influence the system under test, i.e. in regions that are affected by changes made by the input instruments. This is the challenge when using the tool; to learn how to instrument the system under test and how to choose the test focus in order to achieve the desired results. It will probably take some time and experience needs to be gained in order to reach this point. For example, the inserted fault in the TCU software was only found because of the knowledge that the ABS had to be varied (activated and deactivated) to trigger the fault. In a vehicle, there are many variables that could be varied and since the number of input instruments ought to be kept low, the challenge is to choose the right selection and number of input variables to instrument.

When the tool is well-known, it can be used in a very time efficient way. The time needed until it is possible to start generating test cases is considerably shorter than when writing test cases by hand. The only actions that have to be performed are the instrumentation and defining the test focus. The test case generation is autonomous and can be performed over night or over a whole weekend. When the instrumentation has been carried out, many different test cases are created in a rather short time. Just by changing the test focus it is also possible to test different parts of the system still using the same instrumentation.

Another advantage of the tool is that it does test everything it is allowed to test. A human tester often omits test cases which are considered to be unrealistic or unimportant. TestWeaver does not have any such valuations but varies the inputs in order to increase the covered state space. Thereby, faults that normally would have been missed might be found.

The aim with the tool is not to replace the existing testing methods but to complement them in the testing process. Commonly performed tests are test scripts which are written by hand to test of fault reactions. The system under test is driven into a certain mode, in this mode a fault is inserted and afterwards
it is examined if the correct fault reaction has been triggered. Tests of this type are rather difficult to perform in a simple and direct way with TestWeaver. It is not especially complicated to insert the faults; this can be done by defining an input instrument for the fault of interest. However, the results of the test cannot really be evaluated in a convenient way. It is desirable to check if a fault reaction is triggered even if the system is fault free, if a fault reaction is triggered when a fault exists and if this fault reaction is the correct one. Since the input instruments and output instruments are not connected, i.e. there is no easy way to determine if an output is the expected one depending of the input; it is complicated to do these checks with TestWeaver. The checks could be programmed by hand in C/C++ but for a complex system with many possible errors and several fault reactions this would mean a great deal of effort and take rather long time. If the instrumentation, despite the extra effort, would be carried out, it would give the benefit that many more test cases easily could be carried out compared to the test cases programmed by hand where normally only a few test cases for each fault and corresponding fault reaction are programmed.

Area of Application

The tool is most appropriate for system testing. By unit testing of a single module, it is difficult to find just a few variables that excite the whole system under test sufficiently. The same problem occurs by integration testing where the system under test consists of several modules integrated into a component. The difficulty to choose just a few inputs that stimulate large parts of the considered component is still the same.

It is possible to use TestWeaver for testing at an early phase of the software development process. As soon as the software can be run in a co-simulation the testing can begin. The results at this point can make it possible to find many faults at an early stage in the development process which is always aimed for. Often, the costs for correcting an error increases the later in the development process the error is found. In addition, the results can support the generation of test cases that are written by hand. It may be desirable to further test some of the found problems in regular test scripts as well.

Another appropriate area of application for TestWeaver is testing at the end of the regular test phase. Tests could be carried out with the aim to find problems that have not been found up to that point due to, for example, omitted or insufficient test cases.

Since the tool generates many different test cases and it has been shown that the coverage of the instrumented and considered parts of the code is high. TestWeaver can also be used for confidence-building purposes: the more tests are run, the higher the confidence in the system under test can be seen.

When a found fault is believed to have been eliminated, the tool could be used for testing if it really has ceased to occur. It would also be possible to test the surroundings of the state where the fault has occurred to study if it arises in some other states as well.

It would be very interesting to be able to use TestWeaver for hardware in
the loop tests as well. By hardware in the loop, the software is run on the real electronic control unit while the rest of the environment still is simulated on a computer. Such tests are carried out in real time which leads to completely other requirements on the tool. A version of TestWeaver that can be used for hardware in the loop simulations is planned.
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